**Question: What is the difference between a tuple and a list in Python?**

**Answer:** A list is a mutable sequence of elements, while a tuple is an immutable sequence of elements. This means that you can modify a list by adding, removing or changing elements, but you cannot do the same with a tuple.

**Question: The following code is supposed to find the sum of the even numbers in a list. What is wrong with the code, and how can it be fixed?**

**Answer:**

numbers = [1, 2, 3, 4, 5]

total = 0

for number in numbers:

  if number % 2 == 0

   total += number

print(total)Code language: Python (python)

The code is missing a colon after the if statement. The fixed code is:

numbers = [1, 2, 3, 4, 5]

total = 0

for number in numbers:

if number % 2 == 0:

  total += number

print(total)Code language: PHP (php)

**Question: What is the difference between a function and a method in Python?**

**Answer:** A function is a standalone block of code that performs a specific task, while a method is a function that is associated with an object and can access and modify its data.

**Question: The following code is supposed to create a dictionary with the keys and values reversed from the original dictionary. What is wrong with the code, and how can it be fixed?**

**Answer:**

original\_dict = {"one": 1, "two": 2, "three": 3}

reversed\_dict = {}

for key, value in original\_dict.items():

reversed\_dict[value] = key

print(reversed\_dict)Code language: Python (python)

The code is correct.

**Question: What is the difference between a while loop and a for loop in Python?**

**Answer:** A for loop is used to iterate over a sequence, such as a list or a string, while a while loop is used to repeat a block of code as long as a certain condition is true.

**Question: The following code is supposed to create a list of the squares of the first five integers. What is wrong with the code, and how can it be fixed?**

**Answer:**

squares = []

for i in range(5)

  squares.append(i \*\* 2)

print(squares)Code language: Python (python)

The code is missing a colon after the for statement. The fixed code is:

squares = []

for i in range(5):

  squares.append(i \*\* 2)

print(squares)Code language: Python (python)

**Question: What is the difference between the “is” operator and the “==” operator in Python?**

**Answer:** The “is” operator checks if two objects are the same object, while the “==” operator checks if two objects have the same value.

**Question: The following code is supposed to remove all the even numbers from a list. What is wrong with the code, and how can it be fixed?**

**Answer:**

numbers = [1, 2, 3, 4, 5]

for number in numbers:

if number % 2 == 0

  numbers.remove(number)

print(numbers)Code language: Python (python)

The code is modifying the list while iterating over it, which can lead to unexpected results. The fixed code is to create a new list instead:

numbers = [1, 2, 3, 4, 5]

odd\_numbers = []

for number in numbers:

if number % 2 != 0:

  odd\_numbers.append(number)

print(odd\_numbers)Code language: Python (python)

**Question: What is the purpose of the pass statement in Python?**

**Answer:** The pass statement is used as a placeholder when a statement is required syntactically, but no code needs to be executed.

**Question: The following code is supposed to create a list of the first five even numbers. What is wrong with the code, and how can it be fixed?**

**Answer:**

even\_numbers = [0, 2, 4, 6, 8]Code language: Python (python)

The code is correct.

**Intermediate Python interview questions**

**Question: What is a generator in Python? How is it different from a regular function?**

**Answer:** A generator is a special type of function in Python that returns an iterator object, which can be iterated over using a for loop. The key difference between a generator and a regular function is that a generator can yield values one at a time, whereas a regular function returns all values at once. This makes generators more memory-efficient, as they do not need to generate all values at once and store them in memory.

**Question: What is the difference between a class method and an instance method in Python?**

**Answer:** A class method is a method that is bound to the class and not the instance of the class. It can be called on the class itself, without the need to create an instance of the class. An instance method, on the other hand, is bound to the instance of the class and can only be called on an instance of the class.

**Question: What is the purpose of the \_\_str\_\_ method in Python classes? How is it different from the \_\_repr\_\_ method?**

**Answer:** The \_\_str\_\_ method is used to define the string representation of an object, and is typically used for displaying the object to end-users. The \_\_repr\_\_ method, on the other hand, is used to define the “official” string representation of an object, and is typically used for debugging and development purposes. The main difference between the two is that \_\_str\_\_ is called when str() is called on an object, while \_\_repr\_\_ is called when repr() is called on an object.

**Question: The following code is supposed to create a class for a basic calculator, but it is not working correctly. Fix the code.**

class Calculator:

    def \_\_init\_\_(self):

        self.result = 0

    def add(self, num1, num2):

        self.result = num1 + num2

    def subtract(self, num1, num2):

        self.result = num1 - num2Code language: Python (python)

**Answer:** The add and subtract methods are not actually returning any values, so they are not useful for external code that wants to use the calculator. To fix this, we can modify the methods to return the result instead of storing it as an attribute of the object:

class Calculator:

    def \_\_init\_\_(self):

        self.result = 0

    def add(self, num1, num2):

        return num1 + num2

    def subtract(self, num1, num2):

        return num1 - num2Code language: Python (python)

**Question: What is a lambda function in Python? How is it different from a regular function?**

**Answer:** A lambda function is a small anonymous function in Python that can have any number of arguments, but can only have one expression. The main difference between a lambda function and a regular function is that a lambda function is defined inline, without a name, and is typically used as a simple, one-line function that is not reusable.

**Question: The following code is supposed to create a generator function that returns a Fibonacci sequence, but it is not working correctly. Fix the code.**

def fibonacci():

    a, b = 0, 1

    while True:

        yield a

        a, b = b, a + bCode language: Python (python)

**Answer:** The code looks correct, but the starting values for a and b should be 0 and 1, respectively. The current code initializes a as 1 and b as 2, which does not generate the correct Fibonacci sequence.

**Question: What is a metaclass in Python? How is it different from a regular class?**

**Answer:** A metaclass is a class that defines the behavior of other classes. It is used to customize the creation of classes and their instances, and can be used to enforce certain constraints or provide additional functionality to classes. The main difference between a metaclass and a regular class is that a metaclass is used to define the behavior of other classes, whereas a regular class is used to define objects that can be instantiated and used in a program.

**Question: The following code is supposed to create a class that represents a bank account, but it is not working correctly. Fix the code.**

class BankAccount:

    def \_\_init\_\_(self, balance):

        self.balance = balance

    def deposit(self, amount):

        self.balance += amount

    def withdraw(self, amount):

        self.balance -= amount

    def check\_balance(self):

        print("Your balance is: ", self.balance)Code language: Python (python)

**Answer:** The code looks correct, but there is no error handling for situations where the user tries to withdraw more money than they have in their account. To fix this, we can add a check in the withdraw method to ensure that the amount being withdrawn does not exceed the current balance:

class BankAccount:

    def \_\_init\_\_(self, balance):

        self.balance = balance

    def deposit(self, amount):

        self.balance += amount

    def withdraw(self, amount):

        if amount > self.balance:

            raise ValueError("Insufficient funds")

        self.balance -= amount

    def check\_balance(self):

        print("Your balance is: ", self.balance)Code language: Python (python)

**Question: The following code is supposed to create a function that takes a list of integers and returns only the even numbers, but it is not working correctly. Fix the code.**

def get\_even\_numbers(numbers):

    even\_numbers = [x for x in numbers if x % 2 == 0]

    return even\_numbersCode language: Python (python)

**Answer:** The code looks correct, but it can be improved by using a generator expression instead of a list comprehension to generate the even numbers on the fly and save memory:

def get\_even\_numbers(numbers):

    even\_numbers = (x for x in numbers if x % 2 == 0)

    return even\_numbersCode language: Python (python)

**Question: What is the difference between a generator function and a normal function in Python? Provide an example of a generator function.**

**Answer:**

* Generator function is a type of function that yields a sequence of values instead of returning a single value.
* Normal function returns a single value and then exits.
* Generator functions use the yield keyword to return a value and pause the execution of the function.
* Normal functions use the return keyword to return a value and immediately exit the function.

Example of a generator function:

def my\_generator(n):

i = 0

while i < n:

yield i

i += 1Code language: Python (python)

This generator function returns a sequence of numbers from 0 to n-1. It does not use the return keyword but instead uses yield to pause and resume the function.

**Senior Python interview questions**

**Question: What is the purpose of lambda functions in Python, and how are they different from regular functions?**

**Answer:** Lambda functions are used to create small, anonymous functions that can be used in place of regular functions. They are different from regular functions in that they do not have a name and can only contain a single expression.

**Question: What is a generator function in Python, and how is it different from a regular function?**

**Answer:** A generator function is a special type of function that can be used to generate a sequence of values on-the-fly. It is different from a regular function in that it uses the “yield” keyword to return values one-at-a-time instead of returning a list of all values at once.

**Question: What is the purpose of the “yield” keyword in Python, and how is it used in generator functions?**

**Answer:** The yield keyword is used in generator functions to return a value and temporarily suspend the function’s execution. When the generator function is called again, it resumes execution from the point it left off and continues generating values one-at-a-time.

**Question: What is meta-programming in Python, and how is it used?**

**Answer:** Meta-programming is writing code that can manipulate code at runtime. It is used to create generic, reusable code, or to modify the behavior of existing code dynamically.

**Question: This code is supposed to create a generator that yields the first n numbers in the Fibonacci sequence. Fix the code.**

def fibonacci(n):

a, b = 0, 1

for i in range(n):

yield b

a, b = b, a+b

print(fibonacci(5))Code language: Python (python)

**Answer:** The code is correct, but the print() statement is printing the generator object instead of the sequence of numbers. To print the sequence of numbers, you can convert the generator to a list:

def fibonacci(n):

a, b = 0, 1

for i in range(n):

yield b

a, b = b, a+b

print(list(fibonacci(5)))Code language: Python (python)

**Question: This code is supposed to return a list of all odd numbers from the input list. Fix the code.**

def get\_odd\_numbers(nums):

odd\_nums = filter(lambda num: num % 2)

return list(odd\_nums)

nums = [1, 2, 3, 4, 5, 6, 7, 8, 9, 10]

print(get\_odd\_numbers(nums))Code language: Python (python)

**Answer:** The lambda function inside the filter() function is missing the argument nums in the expression. The corrected code is:

def get\_odd\_numbers(nums):

odd\_nums = filter(lambda num: num % 2, nums)

return list(odd\_nums)

nums = [1, 2, 3, 4, 5, 6, 7, 8, 9, 10]

print(get\_odd\_numbers(nums))Code language: Python (python)

**Question: What are decorators in Python, and how are they used?**

**Answer:** Decorators are a way to modify the behavior of a function or class in Python without changing its source code. They are implemented as callable objects that take another function or class as an argument and return a modified version of it.

**Question: This code is supposed to use a lambda function to sort a list of dictionaries by the value of a specific key. Fix the code.**

data = [{'name': 'Alice', 'age': 28}, {'name': 'Bob', 'age': 21}, {'name': 'Charlie', 'age': 35}]

sorted\_data = sorted(data, key=lambda x: x['age'])

print(sorted\_data)Code language: Python (python)

**Answer:**

The code is correct and will sort the list of dictionaries by the age key.

**Question: This code is supposed to create a metaclass that allows classes to be initialized with a dictionary of attributes. Fix the code.**

class DictMeta(type):

def \_\_new\_\_(mcs, name, bases, attrs):

obj = super().\_\_new\_\_(mcs, name, bases, attrs)

obj.\_\_dict\_\_.update(attrs)

return obj

class MyClass(metaclass=DictMeta):

def \_\_init\_\_(self, data):

self.data = data

my\_instance = MyClass({'name': 'Alice', 'age': 28})

print(my\_instance.name, my\_instance.age)Code language: Python (python)

**Answer:**

class DictMeta(type):

def \_\_new\_\_(mcs, name, bases, attrs, \*\*kwargs):

new\_attrs = {}

for key, value in attrs.items():

if isinstance(value, dict):

new\_attrs.update(value)

else:

new\_attrs[key] = value

return super().\_\_new\_\_(mcs, name, bases, new\_attrs)

class MyClass(metaclass=DictMeta):

def \_\_init\_\_(self, name=None, age=None):

self.name = name

self.age = age

my\_instance = MyClass({'name': 'Alice', 'age': 28})

print(my\_instance.name, my\_instance.age)Code language: Python (python)

In the DictMeta class, the \_\_new\_\_ method should call \_\_init\_\_ instead of obj.\_\_dict\_\_.update(attrs) to properly initialize the attributes of the class. In the MyClass class, the \_\_init\_\_ method should update the \_\_dict\_\_ attribute of the instance with the data parameter to properly initialize the instance attributes.

**Question: This code is supposed to use a generator function to yield all prime numbers up to a given limit. Fix the code.**

def primes(limit):

i = 2

while i < limit:

for j in range(2, i):

if i % j == 0:

break

else:

yield i

i += 1

print(list(primes(20)))Code language: Python (python)

**Answer:** The code is correct and will generate a list of prime numbers up to 20.

**Question: This code is supposed to use a context manager to open a file, write some data to it, and then automatically close the file. Fix the code.**

with open('output.txt', 'w') as f:

f.write('hello, world')Code language: Python (python)

**Answer:**

with open('output.txt', 'w') as f:

f.write('hello, worldn')Code language: JavaScript (javascript)

The code is correct, but it should include a newline character at the end of the string to properly format the output in the file.

Common Python Interview Questions

What is Python? What are the benefits of using Python?

What is the difference between list and tuples in Python?

How is memory managed in Python?

What are the tools that help to find bugs or perform static analysis?

What are Python namespaces? Why are they used?

Explain how to delete a file in Python.

What are python modules? Name some commonly used built-in modules in Python.

What is the difference between Python Arrays and lists?

Is Django better than Flask?

Mention the differences between Django, Pyramid, and Flask.

What is the difference between NumPy and SciPy?

How can you copy an object in Python?

How can you convert a string?

Is Python and multi-threading a good idea? List some ways to get some Python code to run in a parallel way.

What is monkey patching in Python and is it ever a good idea?

What would you say are the most common mistakes made using Python?

You should also be able to define and explain a number of terms, including:

PYTHONPATH

Pickling/unpickling

PEP 8

Flask

Local variables

Global variables

Common Technical Python Interview Questions

You will need to show that you have the right technical skills to back up your knowledge of Python.

Compared to other roles in tech and even software development, interviews for a Python Developer tend to be highly technical, and a hiring manager will ask some pretty specific questions to ensure that you have mastered a variety of different Python-related concepts.

Here is an example of a technical frequently asked Python and data science interview question:

Question: How would you sort a dictionary in Python?

Answer: You use the sorted() function to sort a dictionary in Python (dictionaries are unordered data structures that map keys to values).

The method takes in three parameters: object (required), as well as key and reverse (both optional). The sorted() function in Python is not just useful for dictionaries but can be used to sort any iterable objects by a key, such as lists and tuples.

Additional Technical Interview Questions for Python Jobs

Write a program to produce Fibonacci series in Python.

Write a program in Python to check if a number is prime.

Write a program in Python to check if a sequence is a Palindrome.

How would you display a file’s contents in reversed order?

How would you perform unit testing on your Python code?

How do you keep track of different versions of your code?

Using pseudo-code, reverse a String iteratively and recursively.

A palindromic number reads the same both ways. The largest palindrome made from the product of two 2-digit numbers is 9009 = 91 × 99. Find the largest palindrome made from the product of two 3-digit numbers.

How do you debug a Python program?

How would you sort a dictionary in Python?

What are the data types in Python?

Implement slicing in Python.

Write a Python function and explain what’s going on.

Reverse a string in Python.

Check if a Python string contains another string.

Implement breadth-first search in Python.

Implement depth-first search in Python.

Implement wildcards in Python.

Implement merge sort in Python.

Find the height of a binary search tree.

Common Professional Python Interview Questions

You may be asked questions about your Python programming background and work style. The interviewers are assessing how well you would fit in with the company, so remember to show your passion and enthusiasm.

Top Python interview questions in this area include:

Question: Why did you decide to specialize in the Python programming language?

Answer: Some of the reasons you’ll likely want to highlight include Python’s versatility and diversity of applications, its intuitive nature, and ease of use, or the use of Python by top companies including Google, YouTube, Dropbox, Quora, Mozilla, Spotify, and more.

You’ve already proven your technical know-how when it comes to Python, so treat this as an opportunity to discuss why Python specifically interests you.

Additional Common Python Interview Questions

How long have you spent coding primarily in Python?

Do you use Python in any of your personal projects?

Tell me something you don’t like about Python.

What can you offer us that nobody else can?

Tell me a little about yourself.

How would people describe you?

Would you say you work better independently or on a team?

What’s your biggest weakness?

Describe your work style.

What do you do in your spare time?

What motivates you?

Where do you see yourself in five years?

What project are you most proud of?

What can we expect from you in the first three months?

Do you like to participate in the analysis, design, and deployment phases of a project, or do you prefer to concentrate on the pure development of a well-described task? Why?

Common Situational Python Interview Questions

Whether you’re managing a project or interacting with other teams, strong leadership and communication are needed to thrive as a Python Developer. To test your leadership and communication skills, expect interview questions such as:

Question: Pretend I’m not a tech person. Can you explain [Python concept] in simple terms?

Answer: This might be the toughest question you face during your interview – most Python Developers are adept at explaining complex Python concepts, but not in the straightforward way necessary to teach a layperson about concepts and functions in Python like multiple inheritances, string representation, xrange, and range, or import array.

Try use simple analogies and stay away from technical jargon and concepts. Developers will often have to work with diverse teams of product managers, marketers, designers, and other roles, so the ability to communicate complex technical ideas is important for many companies.

Additional Situational Interview Questions for Python Developers

What do you do if there’s a disagreement within your team?

Are you comfortable giving in-depth presentations?

Are you able to explain complex technologies in simple terms?

What is your preferred way of communication with the team?

How do you convince someone to agree with you?

How to deal with a team member who disagrees with you?

Have you ever worked directly with clients or have been in a customer-facing role in the past? If not, would you like to?

What was the last presentation you gave?

What are the qualities of a successful team or project leader?

Common Behavioral Python Interview Questions

Behavioral Python interview questions focus on how you have handled past work situations. These help to reveal your personality and skills.

Behavioral questions also give the interviewers an idea of how you might behave if a similar situation were to occur in the future.

To answer behavioral interview questions, select a specific example and describe the actions you took and the results you achieved.

Examples of behavioral Python interview questions and answers are:

Question: Do you remember a programming project decision you made that was a failure? Why do you think it was a mistake? What did you learn from the experience?

Answer: The focus of your answer here shouldn’t be on the project you were working on or the bad decision you made, but instead, you should detail how you determined that the decision you made wasn’t the right one, how you corrected course after realizing your mistake, and how this lesson changed the way you approached future projects.

By this point in the interview, you should have already had opportunities to showcase your skill and knowledge as a Python programmer. This question is more about showing your ability as a critical thinker and someone who is capable of both acknowledging and learning from your errors.

More Behavioral Python Interview Questions

What was the most interesting project you have participated in? Can you describe it and tell me why you consider it to be so interesting?

Tell me about a time when you handled a challenging situation.

Tell me about a time when you were in conflict with a peer and how the situation was resolved.

Tell me about a time you had to work under pressure.

Give me an example of a time you made a decision that was unpopular. Explain how you handled implementing it.

Share an example of how you were able to motivate a coworker or your team.

Tell me about a goal you achieved and how you achieved it.

Tell me about a goal you failed to achieve.

Tell me about a time you felt you went above and beyond.

Advanced Python Interview Questions

If you’re curious about the skills and expertise top tech companies are looking for in job candidates, here are a few Python interview questions for experienced professionals from Amazon, Google, Facebook, and Microsoft.

Why do we use join() function in Python?

Give an example of shuffle() method?

How do you find bugs or perform static analysis in a Python application?

What are the different ways to create an empty NumPy array in Python?

What are the principal differences between the lambda and def?

What is the output of L[1:] if L = [1,2,3]?

How would you take input from the user in Python?

How do you terminate a line of code in Python?

Merge two sorted linked lists.

Write a function that counts the total of set bits in a 32-bit integer.

Given a string as your input, delete any recurring character and return the new string.

Tell me about a time when you took a risk and failed.

What is the most complex thing you know a lot about? Teach me about it.

What scares you?

Given a list and a number, find two numbers in the list that sums up to the number given.

What steps do you take to keep your skills current?

What motivates you to excel in a role?

Tell me about a project where your initial assumptions ended up being incorrect. How did you move forward after?

What will be the output of the code below? Explain your answer.

def extendList(val, list=[]):

list.append(val)

return list

list1 = extendList(10)

list2 = extendList(123,[])

list3 = extendList('a')

print "list1 = %s" % list1

print "list2 = %s" % list2

print "list3 = %s" % list3

How would you modify the definition of extendList to produce the presumably desired behavior?

Hide answer

The output of the above code will be:

list1 = [10, 'a']

list2 = [123]

list3 = [10, 'a']

Many will mistakenly expect list1 to be equal to [10] and list3 to be equal to ['a'], thinking that the list argument will be set to its default value of [] each time extendList is called.

However, what actually happens is that the new default list is created only once when the function is defined, and that same list is then used subsequently whenever extendList is invoked without a list argument being specified. This is because expressions in default arguments are calculated when the function is defined, not when it’s called.

list1 and list3 are therefore operating on the same default list, whereas list2 is operating on a separate list that it created (by passing its own empty list as the value for the list parameter).

The definition of the extendList function could be modified as follows, though, to always begin a new list when no list argument is specified, which is more likely to have been the desired behavior:

def extendList(val, list=None):

if list is None:

list = []

list.append(val)

return list

With this revised implementation, the output would be:

list1 = [10]

list2 = [123]

list3 = ['a']

2.

What will be the output of the code below? Explain your answer.

def multipliers():

return [lambda x : i \* x for i in range(4)]

print [m(2) for m in multipliers()]

How would you modify the definition of multipliers to produce the presumably desired behavior?

Hide answer

The output of the above code will be [6, 6, 6, 6] (not [0, 2, 4, 6]).

The reason for this is that Python’s closures are late binding. This means that the values of variables used in closures are looked up at the time the inner function is called. So as a result, when any of the functions returned by multipliers() are called, the value of i is looked up in the surrounding scope at that time. By then, regardless of which of the returned functions is called, the for loop has completed and i is left with its final value of 3. Therefore, every returned function multiplies the value it is passed by 3, so since a value of 2 is passed in the above code, they all return a value of 6 (i.e., 3 x 2).

(Incidentally, as pointed out in The Hitchhiker’s Guide to Python, there is a somewhat widespread misconception that this has something to do with lambdas, which is not the case. Functions created with a lambda expression are in no way special and the same behavior is exhibited by functions created using an ordinary def.)

Below are a few examples of ways to circumvent this issue.

One solution would be use a Python generator as follows:

def multipliers():

for i in range(4): yield lambda x : i \* x

Another solution is to create a closure that binds immediately to its arguments by using a default argument. For example:

def multipliers():

return [lambda x, i=i : i \* x for i in range(4)]

Or alternatively, you can use the functools.partial function:

from functools import partial

from operator import mul

def multipliers():

return [partial(mul, i) for i in range(4)]

Finally, the easiest fix may be to simply replace the return value’s [] with ():

def multipliers():

return (lambda x : i \* x for i in range(4))

3.

What will be the output of the code below? Explain your answer.

class Parent(object):

x = 1

class Child1(Parent):

pass

class Child2(Parent):

pass

print Parent.x, Child1.x, Child2.x

Child1.x = 2

print Parent.x, Child1.x, Child2.x

Parent.x = 3

print Parent.x, Child1.x, Child2.x

Hide answer

The output of the above code will be:

1 1 1

1 2 1

3 2 3

What confuses or surprises many about this is that the last line of output is 3 2 3 rather than 3 2 1. Why does changing the value of Parent.x also change the value of Child2.x, but at the same time not change the value of Child1.x?

The key to the answer is that, in Python, class variables are internally handled as dictionaries. If a variable name is not found in the dictionary of the current class, the class hierarchy (i.e., its parent classes) are searched until the referenced variable name is found (if the referenced variable name is not found in the class itself or anywhere in its hierarchy, an AttributeError occurs).

Therefore, setting x = 1 in the Parent class makes the class variable x (with a value of 1) referenceable in that class and any of its children. That’s why the first print statement outputs 1 1 1.

Subsequently, if any of its child classes overrides that value (for example, when we execute the statement Child1.x = 2), then the value is changed in that child only. That’s why the second print statement outputs 1 2 1.

Finally, if the value is then changed in the Parent (for example, when we execute the statement Parent.x = 3), that change is reflected also by any children that have not yet overridden the value (which in this case would be Child2). That’s why the third print statement outputs 3 2 3.

4.

What will be the output of the code below in Python 2? Explain your answer.

def div1(x,y):

print "%s/%s = %s" % (x, y, x/y)

def div2(x,y):

print "%s//%s = %s" % (x, y, x//y)

div1(5,2)

div1(5.,2)

div2(5,2)

div2(5.,2.)

Also, how would the answer differ in Python 3 (assuming, of course, that the above print statements were converted to Python 3 syntax)?

Hide answer

In Python 2, the output of the above code will be:

5/2 = 2

5.0/2 = 2.5

5//2 = 2

5.0//2.0 = 2.0

By default, Python 2 automatically performs integer arithmetic if both operands are integers. As a result, 5/2 yields 2, while 5./2 yields 2.5.

Note that you can override this behavior in Python 2 by adding the following import:

from \_\_future\_\_ import division

Also note that the “double-slash” (//) operator will always perform integer division, regardless of the operand types. That’s why 5.0//2.0 yields 2.0 even in Python 2.

Python 3, however, does not have this behavior; i.e., it does not perform integer arithmetic if both operands are integers. Therefore, in Python 3, the output will be as follows:

5/2 = 2.5

5.0/2 = 2.5

5//2 = 2

5.0//2.0 = 2.0

5.

What will be the output of the code below?

list = ['a', 'b', 'c', 'd', 'e']

print list[10:]

Hide answer

The above code will output [], and will not result in an IndexError.

As one would expect, attempting to access a member of a list using an index that exceeds the number of members (e.g., attempting to access list[10] in the list above) results in an IndexError. However, attempting to access a slice of a list at a starting index that exceeds the number of members in the list will not result in an IndexError and will simply return an empty list.

What makes this a particularly nasty gotcha is that it can lead to bugs that are really hard to track down since no error is raised at runtime.

6.

Consider the following code snippet:

1. list = [ [ ] ] \* 5

2. list # output?

3. list[0].append(10)

4. list # output?

5. list[1].append(20)

6. list # output?

7. list.append(30)

8. list # output?

What will be the ouput of lines 2, 4, 6, and 8? Explain your answer.

Hide answer

The output will be as follows:

[[], [], [], [], []]

[[10], [10], [10], [10], [10]]

[[10, 20], [10, 20], [10, 20], [10, 20], [10, 20]]

[[10, 20], [10, 20], [10, 20], [10, 20], [10, 20], 30]

Here’s why:

The first line of output is presumably intuitive and easy to understand; i.e., list = [ [ ] ] \* 5 simply creates a list of 5 lists.

However, the key thing to understand here is that the statement list = [ [ ] ] \* 5 does NOT create a list containing 5 distinct lists; rather, it creates a a list of 5 references to the same list. With this understanding, we can better understand the rest of the output.

list[0].append(10) appends 10 to the first list. But since all 5 lists refer to the same list, the output is: [[10], [10], [10], [10], [10]].

Similarly, list[1].append(20) appends 20 to the second list. But again, since all 5 lists refer to the same list, the output is now: [[10, 20], [10, 20], [10, 20], [10, 20], [10, 20]].

In contrast, list.append(30) is appending an entirely new element to the “outer” list, which therefore yields the output: [[10, 20], [10, 20], [10, 20], [10, 20], [10, 20], 30].

7.

Given a list of N numbers, use a single list comprehension to produce a new list that only contains those values that are:

(a) even numbers, and

(b) from elements in the original list that had even indices

For example, if list[2] contains a value that is even, that value should be included in the new list, since it is also at an even index (i.e., 2) in the original list. However, if list[3] contains an even number, that number should not be included in the new list since it is at an odd index (i.e., 3) in the original list.

Hide answer

A simple solution to this problem would be as follows

[x for x in list[::2] if x%2 == 0]

For example, given the following list:

# 0 1 2 3 4 5 6 7 8

list = [ 1 , 3 , 5 , 8 , 10 , 13 , 18 , 36 , 78 ]

the list comprehension [x for x in list[::2] if x%2 == 0] will evaluate to:

[10, 18, 78]

The expression works by first taking the numbers that are at the even indices, and then filtering out all the odd numbers.

8.

Given the following subclass of dictionary:

class DefaultDict(dict):

def \_\_missing\_\_(self, key):

return []

Will the code below work? Why or why not?

d = DefaultDict()

d['florp'] = 127

Hide answer

Actually, the code shown will work with the standard dictionary object in python 2 or 3—that is normal behavior. Subclassing dict is unnecessary. However, the subclass still won’t work with the code shown because \_\_missing\_\_ returns a value but does not change the dict itself:

d = DefaultDict()

print d

{}

print d['foo']

[]

print d

{}

So it will “work,” in the sense that it won’t produce any error, but doesn’t do what it seems to be intended to do.

Here is a \_\_missing\_\_-based method that will update the dictionary, as well as return a value:

class DefaultDict(dict):

def \_\_missing\_\_(self, key):

newval = []

self[key] = newval

return newval

But since version 2.5, a defaultdict object has been available in the collections module (in the standard library.)

9.

How would you unit-test the following code?

async def logs(cont, name):

conn = aiohttp.UnixConnector(path="/var/run/docker.sock")

async with aiohttp.ClientSession(connector=conn) as session:

async with session.get(f"http://xx/containers/{cont}/logs?follow=1&stdout=1") as resp:

async for line in resp.content:

print(name, line)

Hide answer

A good answer would suggest a specific async mock library and async test case approach, including an ephemeral event loop that’s guaranteed to terminate (i.e. with a max number of steps before timeout.)

A great answer would point out that synchronisation problems are fundamentally the same in synchronous and asynchronous code, the difference being preemption granularity.

A beautiful answer would take into account that the above code only has one flow (easy) compared to some other code where flows are mixed (e.g. merging two streams into one, sorting, etc). For example, consider following upgrade to the given code:

keep\_running = True

async def logs(cont, name):

conn = aiohttp.UnixConnector(path="/var/run/docker.sock")

async with aiohttp.ClientSession(connector=conn) as session:

async with session.get(f"http://xx/containers/{cont}/logs?follow=1&stdout=1") as resp:

async for line in resp.content:

if not keep\_running:

break

print(name, line)

Here, any of the async statements could have a side-effect of changing the global keep\_running.

10.

How do you list the functions in a module?

Hide answer

Use the dir() method to list the functions in a module.

For example:

import some\_module

print dir(some\_module)

11.

Write a function that prints the least integer that is not present in a given list and cannot be represented by the summation of the sub-elements of the list.

E.g. For a = [1,2,5,7] the least integer not represented by the list or a slice of the list is 4, and if a = [1,2,2,5,7] then the least non-representable integer is 18.

Hide answer

import itertools

sum\_list = []

stuff = [1,2, 5, 7]

for L in range(0, len(stuff)+1):

for subset in itertools.combinations(stuff, L):

sum\_list.append(sum(subset))

new\_list = list(set(sum\_list))

new\_list.sort()

for each in range(0,new\_list[-1]+2):

if each not in new\_list:

print(each)

break

### **Iterate With enumerate() Instead of range()**

This scenario might come up more than any other in coding interviews: you have a list of elements, and you need to iterate over the list with access to both the indices and the values.

There’s a classic coding interview question named FizzBuzz that can be solved by iterating over both indices and values. In FizzBuzz, you are given a list of integers. Your task is to do the following:

1. Replace all integers that are evenly divisible by 3 with "fizz"
2. Replace all integers divisible by 5 with "buzz"
3. Replace all integers divisible by both 3 and 5 with "fizzbuzz"

Often, developers will solve this problem with range():

>>> numbers = [45, 22, 14, 65, 97, 72]

>>> for i in range(len(numbers)):

... if numbers[i] % 3 == 0 and numbers[i] % 5 == 0:

... numbers[i] = 'fizzbuzz'

... elif numbers[i] % 3 == 0:

... numbers[i] = 'fizz'

... elif numbers[i] % 5 == 0:

... numbers[i] = 'buzz'

...

>>> numbers

['fizzbuzz', 22, 14, 'buzz', 97, 'fizz']

Range allows you to access the elements of numbers by index and is a useful tool [for some situations](https://realpython.com/python-range/). But in this case, where you want to get each element’s index and value at the same time, a more elegant solution uses [enumerate()](https://realpython.com/python-enumerate/):

>>> numbers = [45, 22, 14, 65, 97, 72]

>>> for i, num in enumerate(numbers):

... if num % 3 == 0 and num % 5 == 0:

... numbers[i] = 'fizzbuzz'

... elif num % 3 == 0:

... numbers[i] = 'fizz'

... elif num % 5 == 0:

... numbers[i] = 'buzz'

...

>>> numbers

['fizzbuzz', 22, 14, 'buzz', 97, 'fizz']

For each element, enumerate() returns a counter and the element value. The counter defaults to 0, which conveniently is also the element’s index. Don’t want to start your count at 0? Just use the optional start parameter to set an offset:

>>> numbers = [45, 22, 14, 65, 97, 72]

>>> for i, num in enumerate(numbers, start=52):

... print(i, num)

...

52 45

53 22

54 14

55 65

56 97

57 72

By using the start parameter, we access all of the same elements, starting with the first index, but now our count starts from the specified integer value.

### **Use List Comprehensions Instead of map() and filter()**

“I think dropping filter() and map() is pretty uncontroversial[.]”

— Guido van Rossum, Python’s creator

He may have been wrong about it being uncontroversial, but Guido had good reasons for wanting to remove [map()](https://realpython.com/python-map-function/) and [filter()](https://realpython.com/python-filter-function/) from Python. One reason is that Python supports [list comprehensions](https://realpython.com/list-comprehension-python/), which are often easier to read and support the same functionality as map() and filter().

Let’s first take a look at how we’d structure a call to map() and the equivalent list comprehension:

>>> numbers = [4, 2, 1, 6, 9, 7]

>>> def square(x):

... return x\*x

...

>>> list(map(square, numbers))

[16, 4, 1, 36, 81, 49]

>>> [square(x) for x in numbers]

[16, 4, 1, 36, 81, 49]

Both approaches, using map() and the list comprehension, return the same values, but the list comprehension is easier to read and understand.

Now we can do the same thing for the filter() and its equivalent list comprehension:

>>> def is\_odd(x):

... return bool(x % 2)

...

>>> list(filter(is\_odd, numbers))

[1, 9, 7]

>>> [x for x in numbers if is\_odd(x)]

[1, 9, 7]

Like we saw with map(), the filter() and list comprehension approaches return the same value, but the list comprehension is easier to follow.

Developers who come from other languages may disagree that list comprehensions are easier to read than map() and filter(), but in my experience beginners are able to pick up list comprehensions much more intuitively.

Either way, you’ll rarely go wrong using list comprehensions in a coding interview, as it will communicate that you know what’s most common in Python.

### **Debug With breakpoint() Instead of print()**

You may have debugged a small problem by adding [print()](https://realpython.com/python-print/) to your code and seeing what was printed out. This approach works well at first but quickly becomes cumbersome. Plus, in a coding interview setting, you hardly want [print() calls](https://realpython.com/courses/python-print/) peppered throughout your code.

Instead, you should be using a [debugger](https://realpython.com/python-debug-idle/). For non-trivial bugs, it’s almost always faster than using print(), and given that debugging is a big part of writing software, it shows that you know how to use tools that will let you develop quickly on the job.

If you’re using Python 3.7, you don’t need to import anything and can just call [breakpoint()](https://realpython.com/python37-new-features/#the-breakpoint-built-in) at the location in your code where you’d like to drop into the debugger:

# Some complicated code with bugs

breakpoint()

Calling breakpoint() will put you into [pdb](https://realpython.com/python-debugging-pdb/), which is the default Python debugger. On Python 3.6 and older, you can do the same by importing pdb explicitly:

import pdb; pdb.set\_trace()

Like breakpoint(), pdb.set\_trace() will put you into the pdb debugger. It’s just not quite as clean and is a tad more to remember.

There are other debuggers available that you may want to try, but pdb is part of the standard library, so it’s always available. Whatever debugger you prefer, it’s worth trying them out to get used to the workflow before you’re in a coding interview setting.

### **Format strings With f-Strings**

Python has a lot of different ways to handle string formatting, and it can be tricky to know what to use. In fact, we tackle formatting in depth in two separate articles: one about [string formatting in general](https://realpython.com/python-string-formatting/) and one specifically [focused on f-strings](https://realpython.com/python-f-strings/). In a coding interview, where you’re (hopefully) using Python 3.6+, the suggested formatting approach is Python’s f-strings.

f-strings support use of the [string formatting mini-language](https://docs.python.org/3/library/string.html#format-specification-mini-language), as well as powerful string interpolation. These features allow you to add variables or even valid Python expressions and have them evaluated at runtime before being added to the [string](https://realpython.com/python-strings/):

>>> def get\_name\_and\_decades(name, age):

... return f"My name is {name} and I'm {age / 10:.5f} decades old."

...

>>> get\_name\_and\_decades("Maria", 31)

My name is Maria and I'm 3.10000 decades old.

The f-string allows you to put Maria into the string and add her age with the desired formatting in one succinct operation.

The one risk to be aware of is that if you’re outputting user-generated values, then that can introduce security risks, in which case [Template Strings](https://realpython.com/python-string-formatting/#4-template-strings-standard-library) may be a safer option.

### **Sort Complex Lists With sorted()**

Plenty of coding interview questions require some kind of sorting, and there are multiple valid ways you can sort items. Unless the interviewer wants you to implement your own [sorting algorithm](https://realpython.com/sorting-algorithms-python/), it’s usually best to use [sorted()](https://realpython.com/python-sort/).

You’ve probably seen the most simple uses of sorting, such as sorting lists of [numbers](https://realpython.com/python-numbers/) or strings in ascending or descending order:

>>> sorted([6,5,3,7,2,4,1])

[1, 2, 3, 4, 5, 6, 7]

>>> sorted(['cat', 'dog', 'cheetah', 'rhino', 'bear'], reverse=True)

['rhino', 'dog', 'cheetah', 'cat', 'bear]

By default, sorted() has sorted the input in ascending order, and the reverse keyword argument causes it to sort in descending order.

It’s worth knowing about the optional keyword argument key that lets you specify a function that will be called on every element prior to sorting. Adding a function allows custom sorting rules, which are especially helpful if you want to sort more complex data types:

>>> animals = [

... {'type': 'penguin', 'name': 'Stephanie', 'age': 8},

... {'type': 'elephant', 'name': 'Devon', 'age': 3},

... {'type': 'puma', 'name': 'Moe', 'age': 5},

... ]

>>> sorted(animals, key=lambda animal: animal['age'])

[

{'type': 'elephant', 'name': 'Devon', 'age': 3},

{'type': 'puma', 'name': 'Moe', 'age': 5},

{'type': 'penguin', 'name': 'Stephanie, 'age': 8},

]

By passing in a [lambda function](https://realpython.com/python-lambda/) that returns each element’s age, you can easily sort a list of dictionaries by a single value of each of those dictionaries. In this case, the dictionary is now sorted in ascending order by age.

## Leverage Data Structures Effectively

Algorithms get a lot of attention in coding interviews, but data structures are arguably even more important. In a coding interviewing context, picking the right data structure can have a major impact on performance.

Beyond theoretical data structures, Python has powerful and convenient functionality built into its standard data structure implementations. These data structures are incredibly useful in coding interviews because they give you lots of functionality by default and let you focus your time on other parts of the problem.

### **Store Unique Values With Sets**

You’ll often need to remove duplicate elements from an existing dataset. New developers will sometimes do so with lists when they should be using sets, which enforce the uniqueness of all elements.

Pretend you have a function named get\_random\_word(). It will always return a random selection from a small set of words:

>>> import random

>>> all\_words = "all the words in the world".split()

>>> def get\_random\_word():

... return random.choice(all\_words)

You’re supposed to call get\_random\_word() repeatedly to get 1000 random words and then return a data structure containing every unique word. Here are two common, suboptimal approaches and one good approach.

**Bad Approach**

get\_unique\_words() stores values in a list then converts the list into a set:

>>> def get\_unique\_words():

... words = []

... for \_ in range(1000):

... words.append(get\_random\_word())

... return set(words)

>>> get\_unique\_words()

{'world', 'all', 'the', 'words'}

This approach isn’t terrible, but it unnecessarily creates a list and then converts it to a set. Interviewers almost always notice (and ask about) this type of design choice.

**Worse Approach**

To avoid converting from a list to a set, you now store values in a list without using any other data structures. You then test for uniqueness by comparing new values with all elements currently in the list:

>>> def get\_unique\_words():

... words = []

... for \_ in range(1000):

... word = get\_random\_word()

... if word not in words:

... words.append(word)

... return words

>>> get\_unique\_words()

['world', 'all', 'the', 'words']

This is worse than the first approach, because you have to compare every new word against every word already in the list. That means that as the number of words grows, the number of lookups grows quadratically. In other words, the time complexity grows on the order of O(N²).

**Good Approach**

Now, you skip using lists altogether and instead use a set from the start:

>>> def get\_unique\_words():

... words = set()

... for \_ in range(1000):

... words.add(get\_random\_word())

... return words

>>> get\_unique\_words()

{'world', 'all', 'the', 'words'}

This may not look much different than the other approaches except for making use of a set from the beginning. If you consider what’s happening within .add(), it even sounds like the second approach: get the word, check if it’s already in the set, and if not, add it to the data structure.

So why is using a set different from the second approach?

It’s different because sets store elements in a manner that allows near-constant-time checks whether a value is in the set or not, unlike lists, which require linear-time lookups. The difference in lookup time means that the [time complexity](https://stackoverflow.com/a/487278/2141768) for adding to a set grows at a rate of O(N), which is much better than the O(N²) from the second approach in most cases.

### **Save Memory With Generators**

List comprehensions are convenient tools but can sometimes lead to unnecessary memory usage.

Imagine you’ve been asked to find the sum of the first 1000 perfect squares, starting with 1. You know about list comprehensions, so you quickly code up a working solution:

>>> sum([i \* i for i in range(1, 1001)])

333833500

Your solution makes a list of every perfect square between 1 and 1,000,000 and sums the values. Your code returns the right answer, but then your interviewer starts increasing the number of perfect squares you need to sum.

At first, your function keeps popping out the right answer, but soon it starts slowing down until eventually the process seems to hang for an eternity. This is the last thing you want happening in a coding interview.

What’s going on here?

It’s making a list of every perfect square you’ve requested and summing them all. A list with 1000 perfect squares may not be large in computer-terms, but 100 million or 1 billion is quite a bit of information and can easily overwhelm your computer’s available memory resources. That’s what’s happening here.

Thankfully, there’s a quick way to solve the memory problem. You just replace the brackets with parentheses:

>>> sum((i \* i for i in range(1, 1001)))

333833500

Swapping out the brackets changes your list comprehension into a [generator expression](https://realpython.com/introduction-to-python-generators/). Generator expressions are perfect for when you know you want to retrieve data from a sequence, but you don’t need to access all of it at the same time.

Instead of creating a list, the [generator expression](https://realpython.com/courses/python-generators/) returns a generator object. That object knows where it is in the current state (for example, i = 49) and only calculates the next value when it’s asked for.

So when sum iterates over the generator object by calling .\_\_next\_\_() repeatedly, the generator checks what i equals, calculates i \* i, increments i internally, and returns the proper value to sum. The design allows generators to be used on massive sequences of data, because only one element exists in memory at a time.

### **Define Default Values in Dictionaries With .get() and .setdefault()**

One of the most common programming tasks involves adding, modifying, or retrieving an item that may or may not be in a dictionary. Python dictionaries have elegant functionality to make these tasks clean and easy, but developers often check explicitly for values when it isn’t necessary.

Imagine you have a dictionary named cowboy, and you want to get that cowboy’s name. One approach is to explicitly check for the key with a conditional:

>>> cowboy = {'age': 32, 'horse': 'mustang', 'hat\_size': 'large'}

>>> if 'name' in cowboy:

... name = cowboy['name']

... else:

... name = 'The Man with No Name'

...

>>> name

'The Man with No Name'

This approach first checks if the name key exists in the dictionary, and if so, it returns the corresponding value. Otherwise, it returns a default value.

While explicitly checking for keys does work, it can easily be replaced with one line if you use .get():

>>> name = cowboy.get('name', 'The Man with No Name')

get() performs the same operations that were performed in the first approach, but now they’re handled automatically. If the key exists, then the proper value will be returned. Otherwise, the default value will get returned.

But what if you want to update the dictionary with a default value while still accessing the name key? .get() doesn’t really help you here, so you’re left with explicitly checking for the value again:

>>> if 'name' not in cowboy:

... cowboy['name'] = 'The Man with No Name'

...

>>> name = cowboy['name']

Checking for the value and setting a default is a valid approach and is easy to read, but again Python offers a more elegant method with .setdefault():

>>> name = cowboy.setdefault('name', 'The Man with No Name')

.setdefault() accomplishes exactly the same thing as the snippet above. It checks if name exists in cowboy, and if so it returns that value. Otherwise, it sets cowboy['name'] to The Man with No Name and returns the new value.

## Take Advantage of Python’s Standard Library

By default, Python comes with a lot of functionality that’s just an import statement away. It’s powerful on its own, but knowing how to leverage the standard library can supercharge your coding interview skills.

It’s hard to pick the most useful pieces from all of the available modules, so this section will focus on just a small subset of its utility functions. Hopefully, these will prove useful to you in coding interviews and also whet your appetite to learn more about the advanced functionality of these and other modules.

### **Handle Missing Dictionary Keys With collections.defaultdict()**

.get() and .setdefault() work well when you’re setting a default for a single key, but it’s common to want a default value for all possible unset keys, especially when programming in a coding interview context.

Pretend you have a group of students, and you need to keep track of their grades on homework assignments. The input value is a list of tuples with the format (student\_name, grade), but you want to easily look up all the grades for a single student without iterating over the list.

One way to store the grade data uses a dictionary that maps student names to lists of grades:

>>> student\_grades = {}

>>> grades = [

... ('elliot', 91),

... ('neelam', 98),

... ('bianca', 81),

... ('elliot', 88),

... ]

>>> for name, grade in grades:

... if name not in student\_grades:

... student\_grades[name] = []

... student\_grades[name].append(grade)

...

>>> student\_grades

{'elliot': [91, 88], 'neelam': [98], 'bianca': [81]}

In this approach, you iterate over the students and check if their names are already properties in the dictionary. If not, you add them to the dictionary with an empty list as the default value. You then [append](https://realpython.com/python-append/) their actual grades to that student’s list of grades.

But there’s an even cleaner approach that uses a defaultdict, which extends standard dict functionality to allow you to set a default value that will be operated upon if the key doesn’t exist:

>>> from collections import defaultdict

>>> student\_grades = defaultdict(list)

>>> for name, grade in grades:

... student\_grades[name].append(grade)

In this case, you’re creating a defaultdict that uses the list() constructor with no arguments as a default factory method. list() with no arguments returns an empty list, so defaultdict calls list() if the name doesn’t exist and then allows the grade to be appended. If you want to get fancy, you could also use a lambda function as your factory value to return an arbitrary constant.

Leveraging a defaultdict can lead to cleaner application code because you don’t have to worry about default values at the key level. Instead, you can handle them once at the defaultdict level and afterwards act as if the key is always present. For more information on this technique, check out [Using the Python defaultdict Type for Handling Missing Keys](https://realpython.com/python-defaultdict/).

### **Count Hashable Objects With collections.Counter**

You have a long string of words with no punctuation or capital letters and you want to count how many times each word appears.

You could use a dictionary or defaultdict and increment the counts, but collections.Counter provides a cleaner and more convenient way to do exactly that. Counter is a subclass of dict that uses 0 as the default value for any missing element and makes it easier to count occurrences of objects:

>>> from collections import Counter

>>> words = "if there was there was but if \

... there was not there was not".split()

>>> counts = Counter(words)

>>> counts

Counter({'if': 2, 'there': 4, 'was': 4, 'not': 2, 'but': 1})

When you pass in the list of words to Counter, it stores each word along with a count of how many times that word occurred in the list.

Are you curious what the two most common words were? Just use .most\_common():

>>> counts.most\_common(2)

[('there', 4), ('was', 4)]

.most\_common() is a convenience method and simply returns the n most frequent inputs by count.

### **Access Common String Groups With string Constants**

It’s trivia time! Is 'A' > 'a' true or false?

It’s false, because the ASCII code for A is 65, but a is 97, and 65 is not greater than 97.

Why does the answer matter? Because if you want to check if a character is part of the English alphabet, one popular way is to see if it’s between A and z (65 and 122 on the ASCII chart).

Checking the ASCII code works but is clumsy and easy to mess up in coding interviews, especially if you can’t remember whether lowercase or uppercase ASCII characters come first. It’s much easier to use the constants defined as part of the [string module](https://docs.python.org/3/library/string.html).

You can see one in use in is\_upper(), which returns whether all characters in a string are uppercase letters:

>>> import string

>>> def is\_upper(word):

... for letter in word:

... if letter not in string.ascii\_uppercase:

... return False

... return True

...

>>> is\_upper('Thanks Geir')

False

>>> is\_upper('LOL')

True

is\_upper() iterates over the letters in word, and checks if the letters are part of string.ascii\_uppercase. If you print out string.ascii\_uppercase you’ll see that it’s just a lowly string. The value is set to the literal 'ABCDEFGHIJKLMNOPQRSTUVWXYZ'.

All string constants are just strings of frequently referenced string values. They include the following:

* string.ascii\_letters
* string.ascii\_uppercase
* string.ascii\_lowercase
* string.digits
* string.hexdigits
* string.octdigits
* string.punctuation
* string.printable
* string.whitespace

These are easier to use and, even more importantly, easier to read.

### **Generate Permutations and Combinations With itertools**

Interviewers love to give real life scenarios to make coding interviews seem less intimidating, so here’s a contrived example: you go to an amusement park and decide to figure out every possible pair of friends that could sit together on a roller coaster.

Unless generating these pairs is the primary purpose of the interview question, it’s likely that generating all the possible pairs is just a tedious step on the way towards a working algorithm. You could calculate them yourself with [nested for loops](https://realpython.com/nested-loops-python/), or you could use the powerful [itertools library](https://realpython.com/python-itertools/).

itertools has multiple tools for generating iterable sequences of input data, but right now we’ll just focus on two common functions: itertools.permutations() and itertools.combinations().

itertools.permutations() builds a list of all permutations, meaning it’s a list of every possible grouping of input values with a length matching the count parameter. The r keyword argument lets us specify how many values go in each grouping:

>>> import itertools

>>> friends = ['Monique', 'Ashish', 'Devon', 'Bernie']

>>> list(itertools.permutations(friends, r=2))

[('Monique', 'Ashish'), ('Monique', 'Devon'), ('Monique', 'Bernie'),

('Ashish', 'Monique'), ('Ashish', 'Devon'), ('Ashish', 'Bernie'),

('Devon', 'Monique'), ('Devon', 'Ashish'), ('Devon', 'Bernie'),

('Bernie', 'Monique'), ('Bernie', 'Ashish'), ('Bernie', 'Devon')]

With permutations, the order of the elements matters, so ('sam', 'devon') represents a different pairing than ('devon', 'sam'), meaning that they would both be included in the list.

itertools.combinations() builds combinations. These are also the possible groupings of the input values, but now the order of the values doesn’t matter. Because ('sam', 'devon') and ('devon', 'sam') represent the same pair, only one of them would be included in the output list:

>>> list(itertools.combinations(friends, r=2))

[('Monique', 'Ashish'), ('Monique', 'Devon'), ('Monique', 'Bernie'),

('Ashish', 'Devon'), ('Ashish', 'Bernie'), ('Devon', 'Bernie')]

Since the order of the values does not matter with combinations, there are fewer combinations than permutations for the same input list. Again, because we set r to 2, each grouping has two names in it.

.combinations() and .permutations() are just small examples of a powerful library, but even these two functions can be quite useful when you’re trying to solve an algorithm problem quickly.

## 1.****What type of language is Python?****

Python is a general-purpose, object-oriented language. It is also an interpreted language.

## 2. ****What are some features of the Python language?****

•      Python is an interpreted language, meaning that Python code does not need to compile before running.

•      Python is a dynamically typed language. This means you don’t need to declare the type of variable when you create it. Python will determine its type dynamically.

•      Python is object-oriented. With Python, you can define classes and use composition and inheritance. Python does not support access specifiers like public and private.

•      Functions in Python are first-class objects. This means that you can assign them to a variable. Python functions can also return other functions or accept them as parameters.

•      Python is a general-purpose language, which is very popular in many industries. Developers use it in automation, web applications, machine learning, big data, and more.

•      It is easy and quick to write code in Python, but Python code generally runs slower than compiled languages.

## 3. ****What is PEP8?****

[PEP8](https://pep8.org/) is the latest set of Python coding standards. It is a document that provides guidelines and best practices for how to write Python code. Its primary focus is to improve the readability and consistency of Python code.

## 4. ****What is the difference between a list and a tuple in Python?****

Both lists and tuples can store an ordered array of objects, however, a tuple is immutable. This means that once a tuple is created with objects in it, the objects can not be swapped out (mutating). A list still allows for objects to be reassigned within the list.

## 5. ****How does Python manage memory?****

Python manages memory in the Python private heap space. Pythons memory manager and garbage collector control the private heap space. There are multiple levels of scope that can be used in conjunction with namespace, including Built-In, Global, Enclosed, and Local.

## 6. ****What is a Python namespace?****

Namespaces in Python ensure that Python variables, functions, and other names don’t clash.

## 7. ****What is the purpose of the PYTHONPATH variable?****

PYTHONPATH is an environmental variable that will tell the operating system where to find Python libraries. This will ensure that your Operating System calls the correct installation of Python on the computer.

## 8. ****What is the purpose of the PYTHONSTARTUP variable?****

This variable contains the path of an initialization file that houses Python source code. It executes each time the Python interpreter starts.

## 9. ****What is the purpose of the PYTHONCASEOK variable?****

This is a variable specifically for running Python on the Windows operating system. It tells the Python interpreter to use case-insensitive match when trying to find imported libraries.

## 10. ****What is the purpose of the PYTHONHOME variable?****

This is an alternate path to search for Python modules.

## 11. ****What are Python modules?****

You can consider a Python module as a code library. A module is a collection of Python classes, functions, and variables. Modules are usually separated from each other when they supply different functionality.

## 12. ****What are some common modules in the Python standard library?****

You will use some of these modules that are included in the[Python standard library](https://docs.python.org/3/library/) often when programming in Python:

•      Email: Used to parse, handle, and generate email messages.

•      String: An index of types of strings, such as all capital or lowercase letters.

•      Sqlite3: Used to deal with the SQLite database.

•      XML: Provides XML support.

•      Logging: Creates logging classes to log system details.

•      Traceback: Allows you to extract and print stack trace details.

## 13. ****What is scope in Python?****

All objects in Python have a scope. Scope is the block of code where the variable is accessible. Here are some scope designations in Python:

•      **Local scope:** Local objects available in the current function.

•      **Global scope:** Objects available through the code execution since their inception.

•      **Module-level scope:** Global objects of the current module accessible in the program.

•      **Outermost scope:** Built-in names callable in the program.

## 14. ****How would you get a user’s home directory (~) in Python?****

You can do this with the os module.

import os

print(os.path.expanduser('~'))

This will return the path to the current user’s directory.

## 15. ****What built-in types does Python support?****

•      Number

•      String

•      Tuple

•      List

•      Dictionary

•      Set

## 16. ****What is a Python decorator?****

A Python decorator is a function that extends the behavior of another Python function without explicitly modifying it.

## 17. ****What is pickling/unpickling in Python?****

Pickling is when a Python object converts into a string representation by a pickle module. It is then placed into a file with the dump() function. Unpickling refers to the reverse process, in which the stored string is retrieved and turned back into an object.

## 18. ****What is a negative index in Python?****

While positive indices begin with position 0 and follow with 1, 2, etc., negative indices end with -1. -2, etc.; -3 is the position before that, and so on. Negative indexes can access elements in a Python list from the end of the list rather than from the beginning.

## 19. ****How are global and local variables defined in Python?****

In general, variables defined outside of functions are global. Variables defined inside a function can also be made global by using the command global x, for example, to create a global variable called x.

## 20. ****Describe a few ways to generate a random number in Python.****

Python comes with a variety of techniques to generate random numbers using its Random library: https://docs.python.org/3/library/random.html

•      Random(): This command returns a floating-point number between 0 and 1.

•      Uniform(x, y): This command returns a floating-point number between the values given for x and y.

•      Randint(x, y): This command returns a random integer between the values given for x and y.

## 21. ****What is a Python dictionary?****

A Python dictionary is one of the standard data structures in Python. It is an unordered collection of elements, acting as a hash-table. These elements are stored within key-value pairs. Dictionaries are indexed by keys.

# Python dictionary

dict={'first':'Bob', 'last':'Smith'}

## 22. ****Is Python case sensitive?****

Yes, Python is a case-sensitive language.

## 23. ****What is the output of the following code?****

print(var) if var='Hello Everyone!'

The output would be:

Hello Everyone!

## 24. ****What is the output of the following code?****

print(var[0]) if var='Hello Everyone!'

The output would be:

H

## 25. ****What is the output of the following code?****

print(var[2:5]) if var='Hello Everyone!'

The output would be:

llo

## 26. ****How would you get all the keys in a Python dictionary?****

You would use the dictionary keys function.

dict={'first':'Bob', 'last':'Smith'}

all\_keys=dict.keys()

## 27. ****How would you get all the values in a Python dictionary?****

You would use the dictionary values function.

dict={'first':'Bob', 'last':'Smith'}

all\_values=dict.values()

## 28. ****How do you convert a string to an integer in python?****

The Python int function will convert a string to an integer. The second parameter is for the base of the number, so 10 for decimal numbers.

x = '100'

int(x, 10)

## 29. ****How do you convert a string to a long in python?****

The Python long function will convert a string to a long. The second parameter is for the base of the number, so 10 for decimal numbers.

x = '100'

long(x, 10)

## 30. ****How do you convert a string to a floating-point number in python?****

The Python float function will convert a string to a floating-point number.

x = '100.12345'

float(x)

## 31. ****How do you convert an object to a string in python?****

The Python str function will convert an object to a string.

dict={'first':'Bob', 'last':'Smith'}

str(dict)

## 32. ****What does the \*\* operator do in Python?****

The \*\* operator performs exponential calculations in Python.

# x equals 8

x=2\*\*3

## 33. ****What does the // operator do in Python?****

The // operator performs floor division. The result will be the whole number in front of the decimal point.

# x equals 2

x=8//3

## 34. ****What does the Python is operator do?****

When the is operator is used in a Python expression, it evaluates to true if the variables on both sides point to the same object.

## z is true

x=3

y=x

z=x is y

## 35. ****What does the Python not in operator do?****

The Python not in operator evaluates to true if it does not find a variable in the specified sequence and false if it does not.

# The following will return true

4 not in [1,2,3]

## 36. ****What does the Python break statement do?****

The Python break statement stops a loop statement and transfers execution of the code to the statement after the loop.

## 37. ****What does the Python continue statement do?****

The Python continue statement causes a loop to skip the rest of its body and continue at the beginning of the loop.

## 38. ****What does the Python pass statement do?****

The Python pass statement is used when a statement is required, but you do not want a command or code to execute.

## 39. ****What are Python dictionary and list comprehensions?****

Comprehensions in Python are like decorators. They are what is called syntactic sugar that helps create filtered and modified lists and dictionaries from existing lists, dictionaries, or sets. They are handy and quick because you can write them in one line of code.

the\_list = [2, 3, 5, 7, 11]

# list comprehension

squared\_list = [x\*\*2 for x in the\_list]

# output is [4 , 9 , 25 , 49 , 121]

# dict comprehension

squared\_dict = {x:x\*\*2 for x in the\_list}

# output is {11: 121, 2: 4 , 3: 9 , 5: 25 , 7: 49}

## 40. ****What are Python lambdas and why are they used?****

Python lambdas are anonymous functions. They can accept multiple arguments but only have a single expression. They are used where a function is needed temporarily and will not be needed by other code. They are also limited in their scope of capabilities compared to a full function.

multiply = lambda x, y : x \* y

print(multiply(2, 5)) # outputs 10

## 41. ****How do you copy an object in Python?****

While the = operator will copy many things in Python, it will not copy a Python object. It only creates a reference to the object. To create a copy of an object in Python, you need to use the copy module. The copy module offers two ways of copying an object.

•      Shallow copy: Copies an object and re-use references from the old object

•      Deep copy: Copies all the values in an object recursively.

from copy import copy, deepcopy

list\_1 = [1, 2, [3, 5], 4]

## shallow

list\_2 = copy(list\_1)

list\_2[3] = 11

list\_2[2].append(12)

list\_2 # output => [1, 2, [3, 5, 12], 11]

list\_1 # output => [1, 2, [3, 5, 12], 4]

## deep

list\_3 = deepcopy(list\_1)

list\_3[3] = 10

list\_3[2].append(13)

list\_3 # output => [1, 2, [3, 5, 6, 13], 10]

list\_1 # output => [1, 2, [3, 5, 6], 4]

## 42. ****What is self in Python?****

In Python, self represents the object or instance of a class when referring to itself internally. In other languages, this variable is often called this. In Python classes, you must explicitly pass self as the first parameter in methods.

class Car():

def \_\_init\_\_(self, model, color):

self.model = model

self.color = color

def display(self):

print("Model is", self.model )

print("color is", self.color )

## 43. ****What is \_\_init\_\_ in Python?****

In Python, the \_\_init\_\_ method is used as a constructor for classes. Whenever a new instance of a class is created, \_\_init\_\_ is called first. Constructors are usually used to set up class attributes.

class Car():

# \_\_init\_\_ sets up the make, model, and color of the car object

def \_\_init\_\_(self, make, model, color):

self.make = make

self.model = model

self.color = color

## 44. ****What is a generator in Python?****

Generators in Python are like functions that can return more than once. This is called yielding. They are used to return an iterable collection of items. They are defined with def just like Python functions.

def squares():

x = range(1, 4) # 1 to 4

for n in x:

yield n\*\*2

for y in squares():

print(y) # prints 1 4 9 16

## 45. ****What does the Python help() function do?****

The Python help() function will return the documentation of Python modules, classes, functions, etc.

## 46. ****What does the Python dir() function do?****

The Python dir() function will return a list of methods and attributes from the object you call it with.

## 47. ****What is the difference between .py and .pyc files?****

Python files that end in the py extension are text-based source files. These are the files you create when writing Python code. Python files with the pyc extension are compiled bytecode files. When a Python application runs, the interpreter looks for existing pyc files. If those do not exist, it then compiles the py source files to bytecode and runs the resulting pyc files.

## 48. ****What is a docstring in Python?****

A Python docstring is the first comment in the code object. The docstring for the code object is available on that code object’s \_\_doc\_\_ attribute and through the help function.

def the\_function():

"""The is a function docstring"""

## 49. ****Write Python code to print the complete contents of a file with error handling for missing files.****

try:

with open('filename','r') as file:

print(file.read())

except IOError:

print(“no such file exists”)

## 50. ****Write Python code to print the sum of all numbers from 25 to 75, inclusive.****

print(sum(range(25,76)))

## 51. ****Write Python code to print the length of each line in a particular file, not counting whitespace at the ends.****

with open('filename.txt', 'r') as file:

print(len(file.readline().rstrip()))

## 52. ****Write Python code to remove the whitespace from the following string – ‘abc def geh ijk’.****

s= ‘abc def geh ijk’.replace(‘ ‘,’’)

## 53. ****Write Python code to remove duplicate items from a list.****

res = []

[res.append(x) for x in test\_list if x not in res]

1. **Why Python is called as Interpreted language?**  
     
   Many books state that Python is an interpreted language. A programming language follows any one of the two approaches to implement the code. The approaches are compilation and interpretation. Some languages follow both concepts.  
     
   During compilation, the entire source code is converted into machine code. Machine code is understandable by the CPU. The program will be executed only if the entire code is compiled successfully.  
     
   In interpretation, the code is executed line by line. Each line of source code in Python is translated into machine code during the execution. There is a Virtual Machine available to interpret the python code. The compilation and interpretation runtime structure is given in the above diagram.  
     
   **2. What is dynamically typed language?**  
     
   It is one of the behaviors of high level programming language to check the type of data stored in a variable during the execution. In programming languages such as C, we must declare the type of data before using it.  
     
   Python do not requires and declaration of data type. The python interpreter will know the data type when we assign a value to a variable. This is why python is known as dynamically typed language.  
     
   **3. What is PEP8 in Python?**  
     
   Python known for its readability. In most cases, we can understand the python code better than any other programming languages. Writing beautiful and readable code is an art. PEP8 is an official style guide given by the community to improve the readability to the top.  
     
   **4. How Python's memory management system works?**  
     
   A python program will contain many objects and data types in it. Allocating memory for each object is must. In python heap spaces are used to store data chunks. CPython contains a memory manager that manages the heap space in memory.  
   Managing memory is an important thing in a program. The memory allocation determines the performance of the program. Python's memory manager handles sharing of information, data caching and garbage collection, etc. This memory manager contains automatic garbage collection.  
     
   **5. What is mutability? How it differs in each data types?**  
     
   The ability of a python object to change itself is called mutability. All objects in python are either mutable or immutable. Once created the immutable objects cannot be changed. But, the mutable objects can be changed.  
   Let us try to check the mutability of two different type of objects in Python.  
   List - Mutable object  
     
   **6. What is Namespace in Python?**  
     
   Name is an identifier given to an object in Python. Every object in python is associated with a particular name. For example, when we assign the value 9 to a variable name number , the object that holds the number is associated with the name number.  
   Namespace is a collection of names associated with every object in Python. The namespace contains all the isolated names and created when we executing the program. As the namespace contains the useful keywords and methods, we can access the , methods easily. The namespace stack controls the scope of variables in python.  
    **7. What is null execution in System?**  
     
   In python, the keyword pass is used to create a statement that do nothing. If someone need to create a function with null operation then we can use the pass statement.  
     
   We can create null function to check whether it works or not. If you are going to develop the implementation steps in a function in future, we can use pass statement in it.  
     
   Don't get confused with comments. Comments and pass statements are different things. The interpreter ignores the comments in a program whereas pass statement do null operation.  
     
   **8. What is string slicing?**  
     
   String slicing is the process of making subsets from strings. We can pass a range in the following syntax to slice the string.  
   Syntax: string[start:end:step]  
   Consider the string "Hello World". We can slice the string using the range values. To print 'Hello' from the string. Our range should be 0 to 5. The slicing creates sub string from start index to end-1 th index.  
     
   **9. What are the ways to concatenate two strings in Python? Which is better?**  
     
   We can use join() or + for concatenating two or more strings. The following codes will explain how to use those methods in Python.  
     
   **10. What is decorator in Python?**  
     
   Decorator is tool that allows us to modify the behavior of a function or a class. The decorator objects are called just before the function that you want modify.  
     
   **11. What is generator in Python?**  
     
   Generator is a method to create iterable objects in python. Creating generators are same as creating functions. Instead of return statement we have to use yield in generator function. It returns iterating object each time it is called.  
     
   **12. What is lambda expression in Python?**  
     
   Lambda is an anonymous function that helps us to create functions in single line of code. This is an important thing in functional programming. The lambda function should contains only one expressions in it.  
     
   **13. How to make a list from comma separated inputs?**  
     
   To make a list from a comma separated values or string we can use split method. Split method splits the comma separated values by taking comma as dilimeter.  
     
   **14. What is the difference between normal division and floor division?**  
     
   The arithmetic operators contains two different types of division operators. One is normal division \ another one is \\ . The normal division returns the float value as result. The floor division returns the whole number as result.  
     
   **15. What is the difference between 'is' and '==' in Python?**  
     
   We use is and == to comparing to objects. But both works in different manner. The == compares the values of two objects whereas the is keyword checks whether two objects are same or not.  
   Using == in Python  
     
   **16. What are the difference between List and Tuple in Python**?  
     
   List is enclosed by brackets whereas the tuples are created using parenthesis.  
   The effectiveness of tuple is higher than the list. So it works faster.  
   The list is mutable object whereas the tuples are immutable objects.  
     
    **17. What is negative rounding in Python?**  
     
   We know that the round keyword in python is used to to rounding of decimal places. It can be used to round off whole numbers sing negative rounding. Let the value of the variable X be 1345. To make is 1300 we have use negative rounding.  
     
   **18. How do you prevent the following code from exception?**  
     
   The scope of the variable a is inside the function. To access the variable across the program we have declare it as global variable.  
     
   **19. What is the unique way to swap two variables in Python?**  
     
   Python has unique way to swap two variables. The swapping can be done in one line of code. Let the values of the variables a and b be 5 and 6 respectively. The swapping program will be the following.  
     
   **20. What are Iterators in Python?**  
     
   The objects in python that implements the iterator protocols are called iterators. iter is the keyword used to create the iterable objects. It iterates throough various iterable objects such as List, dictionary.  
     
   **21. What is the difference between shallow copy and deep copy in Python?**  
     
   In python, when we assign a value of a variable to another variable using assignment operator we are just creating a new variable associated with the old object. The copy module in python contains two different type of copying method called copy and deepcopy.  
   **Shallow Copy**  
   The shallow copy works same as the assignment operator. It just create a new variable that is associated with the old object.  
     
   **Deep Copy**  
   The deep copy method creates independent copy of an object. If we edit the element in a copied object, that does not affect the other object.  
     
   **22. How to generate random numbers in Python?**  
     
   There is no in-bulit function in python to generate random numbers We can use random module for this purpose. We can create random number from a range or list. randint is the simple method used to create a random number between two numbers.  
     
   **23. How to disable the escape sequences in a string?**  
     
   The escape sequences in a string can be disabled using regular expression in Python. The raw output of string can be printed using formatting. The following code will show you the process of printing raw string.  
     
   **24. What is negative indexing?**  
     
   Python allows us to access the string and list objects using negative indexes. The negative index of 0th index is -len(iterable). If a string contains five characters then the first character can be accessed with the help of 0 and -5. The last character of the string points to -1.  
     
   **26. How to create multi line string in Python?**  
     
   We can use the escape character \n to split the strings in the output console. But, to write a string in multiple lines inside the code we need to use triple quotes.  
     
   **27. How to create private data in Python?**  
     
   Not like other object oriented programming languages such as java an C++ , Python does not have any keywords to define public and protected data. Normally, the objects created in python can be accessed by public members.  
   Protected members can be accessed only by the class and its sub classes. The following code examples shows that how the private and public members works in python.  
     
   **28. What is pickling and unpickling?**  
     
   Pickle is a module in Python that converts a python object and converts the object into string representation and the string is further converted into a file using dump method.  
   Unpickling is the exact opposite to the process of pickling. The file created is converted into the old version of python object. The following code contains both pickling and unpickling methods.  
     
   **29. What is frozenset in Python?**  
     
   The immutable and hashable version of a normal set is called frozenset. It possess all the properties of normal sets in python. The updating the set is not possible in frozenset.  
     
   **30. What are the functional programming concepts available in Python?**  
     
   Splitting a program into multiple parts is called functional programming. It is one of the widely used programming paradigm. The functional programming concepts that are available as in built features in Python are zip , map , filter and reduce .

### 1. What is Python and what are its key features?

**Answer:**

Python is a high-level, interpreted programming language known for its readability and simplicity. It emphasizes code readability through its clean syntax, which allows developers to express concepts in fewer lines of code compared to many other languages.
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Key features include:

* **Interpreted Language:** Python code is executed line-by-line by the Python interpreter, enabling quick testing and debugging.
* **Dynamically Typed:** Variables do not require explicit declaration of data types; Python infers the type at runtime.
* **High-Level Language:** Abstracts complex details like memory management, making it easier to write and maintain code.
* **Extensive Standard Library:** Offers a rich set of modules and packages that support tasks ranging from file I/O to web development.
* **Cross-Platform Compatibility:** Runs seamlessly on multiple operating systems such as Windows, macOS, and Linux.
* **Support for Multiple Paradigms:** Includes procedural, object-oriented, and functional programming styles.

This combination of features makes Python suitable for a wide variety of applications, from scripting and automation to data analysis and machine learning.

### 2. How do you declare variables, and what are the basic data types in Python?

**Answer:** In Python, variables are created by simply assigning a value to a name without requiring an explicit type declaration. Python’s dynamic typing means that the interpreter determines the variable’s type automatically.

**Example:**

|  |
| --- |
| python x = 10         # Integer name = "Alice" # String pi = 3.14      # Float is\_active = True  # Boolean |

**Basic Data Types:**

* **int:** Integer numbers, e.g., 5, -12, 100
* **float:** Floating-point numbers (decimals), e.g., 3.14, -0.001
* **str:**Strings or text, enclosed in quotes, e.g., "Hello"
* **bool:** Boolean values, either True or False
* **NoneType:**Represents the absence of a value, None

These types form the foundation of data manipulation in Python and are automatically managed during runtime, allowing flexible and readable code.

### 3. What are lists, tuples, and dictionaries? How do they differ?

**Answer: Lists**, **tuples**, and **dictionaries**are fundamental data structures in Python used to store collections of items, but they differ in their properties and use cases.

**List:**

An ordered, mutable collection of items. Lists allow modification after creation (adding, removing, or changing elements). They are defined with square brackets [].

**Example:**

|  |
| --- |
| python fruits = ["apple", "banana", "cherry"] fruits.append("orange")  # Lists can be changed |

**Tuple:**

An ordered, immutable collection. Once created, tuples cannot be modified. Defined using parentheses () or without any delimiters in some contexts.

**Example:**

|  |
| --- |
| python coordinates = (10.0, 20.0) |

**Dictionary:**

An unordered collection of key-value pairs. Dictionaries are mutable and use curly braces **{}.** Keys must be immutable types (strings, numbers, tuples), and values can be any type.

**Example:**

|  |
| --- |
| person = {"name": "Alice", "age": 30, "city": "New York"} |

**Key Differences:**

|  |  |  |  |
| --- | --- | --- | --- |
| **Feature** | **Lists** | **Tuples** | **Dictionaries** |
| **Mutability** | Mutable | Immutable | Mutable |
| **Ordering** | Maintains order | Maintains order | Maintains insertion order (Python 3.7+) |
| **Access** | Integer indexes | Integer indexes | Keys |

### 4. Why is indentation important in Python?

**Answer:**Indentation in Python is not merely a matter of style but a critical syntax requirement that defines the structure and flow of the code. Unlike many other languages that use braces {} or keywords to delimit blocks of code, Python uses indentation levels to group statements.

For example, the body of functions, loops, conditionals, and classes must be indented consistently. Incorrect indentation leads to IndentationError or unexpected behavior.

**Example:**

|  |
| --- |
| python if x > 0:     print("Positive")     print("Number is greater than zero")  # Correct indentation else:     print("Non-positive") |

Proper indentation enhances readability and enforces clean code organization, which aligns with Python’s philosophy of simplicity and clarity.

### 5. What are Python’s basic operators, and how are they used?

**Answer:**

Python provides several types of operators to perform operations on variables and values. The main categories include:

Arithmetic Operators: Used for mathematical calculations.

**+ (Addition), - (Subtraction), \* (Multiplication), / (Division), % (Modulus), \*\* (Exponentiation), // (Floor division).**

**Example:**

|  |
| --- |
| python a = 7 b = 3 print(a + b)   # 10 print(a \*\* b)  # 343 print(a // b)  # 2 |

* **Comparison Operators:** Used to compare values, returning Boolean results.

**==, !=, <, >, <=, >=**

* **Logical Operators:** Combine Boolean expressions.

**and, or, not**

* **Assignment Operators:** Assign or modify the value of a variable.

**=, +=, -=, \*=, /=**

* **Membership Operators:** Test for membership in sequences.

**in, not in**

* **Identity Operators:** Compare the memory locations of two objects.

**is, is not**

Each operator serves specific purposes, allowing flexible and expressive manipulation of data.

### 6. What are the different types of loops in Python? How do they work?

**Answer:**

Python primarily supports two types of loops: for loops and while loops.

**For Loop:**

Iterates over a sequence (like a list, tuple, or string) or any iterable object. It executes the loop body once for each element.

**Example:**

|  |
| --- |
| fruits = ['apple', 'banana', 'cherry'] for fruit in fruits:     print(fruit) |

**While Loop:**

Repeats a block of code as long as a given condition remains True. It’s useful when the number of iterations is not known beforehand.

**Example:**

|  |
| --- |
| count = 0 while count < 5:     print(count)     count += 1 |

|  |
| --- |
| count = 0 while count < 5:     print(count)     count += 1 |

Both loops can be controlled using break (exit loop) and continue (skip to next iteration) statements.

### 7. What is the difference between break, continue, and pass statements in Python loops?

**Answer:**

**break:**Terminates the current loop prematurely, exiting immediately.

|  |
| --- |
| for i in range(5):     if i == 3:         break     print(i) # Output: 0 1 2 |

**continue:**Skips the rest of the current iteration and moves to the next iteration of the loop.

|  |
| --- |
| for i in range(5):     if i == 3:         continue     print(i) # Output: 0 1 2 4 |

**pass:** Does nothing; acts as a placeholder for future code or to create empty loops.

|  |
| --- |
| for i in range(5):     pass  # To be implemented later |

### 8. How do for loops work with the range() function? What are some common use cases?

**Answer:**The range() function generates a sequence of numbers and is commonly used in for loops for iteration based on integer counts.

**Basic usage:**

|  |
| --- |
| for i in range(5):     print(i) # Prints numbers 0 to 4 |

**Specifying start, stop, step:**

|  |
| --- |
| for i in range(2, 10, 2):     print(i) # Prints 2, 4, 6, 8 |

Common use cases include iterating a fixed number of times, generating sequences for indexing, and looping over numeric ranges.

### 9. What are list comprehensions? How do they relate to loops?

**Answer:**

List comprehensions provide a concise way to create lists by embedding a for loop and optional conditional logic inside square brackets.

**Example:**

|  |
| --- |
| squares = [x\*\*2 for x in range(5)] print(squares)  # [0, 1, 4, 9, 16] |

**This is equivalent to:**

|  |
| --- |
| squares = [] for x in range(5):     squares.append(x\*\*2) |

List comprehensions improve readability and often result in more efficient code.

### 10. What is a function in Python and how do you define one?

**Answer:**A function in Python is a reusable block of code that performs a specific task. Functions help organize code, improve readability, and avoid repetition.

You define a function using the **def**keyword followed by the function name and parentheses containing optional parameters. The function body is indented.

**Example:**

|  |
| --- |
| def greet(name):     print(f"Hello, {name}!")  greet("Alice")  # Output: Hello, Alice! |

Functions can return values using the return statement. If no return is specified, the function returns None by default.

### 11. What are \*args and \*\*kwargs in Python functions?

**Answer:**

**\*args** and **\*\*kwargs** allow a function to accept an arbitrary number of arguments.

\*args collects extra positional arguments into a tuple.

**Example:**

|  |
| --- |
| def add(\*args):     return sum(args) print(add(1, 2, 3))  # Output: 6 |

\*\*kwargs collects extra keyword arguments into a dictionary.

**Example:**

|  |
| --- |
| def print\_info(\*\*kwargs):     for key, value in kwargs.items():         print(f"{key}: {value}")  print\_info(name="Alice", age=30) # Output: # name: Alice # age: 30 |

They make functions flexible to handle varying input parameters.

### 12. How do you import and use modules in Python?

**Answer:**Modules are Python files (.py) that contain functions, classes, or variables to be reused in other scripts. You import modules to access their contents.

**Basic import:**

|  |
| --- |
| import math print(math.sqrt(16))  # Output: 4.0 |

**Import specific functions or classes:**

|  |
| --- |
| from math import sqrt, pi print(sqrt(25))  # Output: 5.0 print(pi)        # Output: 3.141592653589793 |

**Import with alias:**

|  |
| --- |
| import numpy as np arr = np.array([1, 2, 3]) |

Using modules promotes code modularity and reuse.

### 13. What is the difference between a module and a package in Python?

**Answer:**

**Module:**A single Python file (.py) containing Python code like functions, variables, or classes.

**Package:**A directory containing multiple modules and a special \_\_init\_\_.py file (can be empty) to mark the directory as a package.

**Example:**

|  |
| --- |
| my\_package/     \_\_init\_\_.py     module1.py     module2.py |

Packages help organize related modules into a hierarchical structure, making large projects manageable.

### 14. What is a lambda function and when would you use it?

**Answer:**A lambda function is an anonymous, small, one-line function defined using the lambda keyword. It can take any number of arguments but has only a single expression.

**Example:**

|  |
| --- |
| square = lambda x: x \*\* 2 print(square(5))  # Output: 25 |

Lambdas are often used as arguments to higher-order functions like map(), filter(), and sorted() where a small, unnamed function is needed temporarily.

**Example with map():**

|  |
| --- |
| nums = [1, 2, 3, 4] squares = list(map(lambda x: x\*\*2, nums)) print(squares)  # Output: [1, 4, 9, 16] |

They improve code conciseness and readability for simple functions.

## ****Intermediate Level Python Interview Question****

Building on the foundational knowledge, the intermediate-level questions delve deeper into Python’s core programming concepts. This section focuses on the following topics:

* Object-Oriented Programming (OOP)
* Data Structures & Algorithms
* Python Libraries & Tools
* File Handling & Exceptions

### 15. What are classes and objects in Python?
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**Answer:**A class is a blueprint or template that defines the structure and behavior (attributes and methods) that its objects will have. An object is an instance of a class — a concrete realization of the class with specific values.

**Example:**

|  |
| --- |
| class Dog:     def \_\_init\_\_(self, name, age):         self.name = name         self.age = age      def bark(self):         print(f"{self.name} says Woof!")  dog1 = Dog("Buddy", 3) dog1.bark()  # Output: Buddy says Woof! |

Here, Dog is the class, and dog1 is an object (instance) of that class.

### 16. What is inheritance in Python? How does it work?

**Answer:**Inheritance allows a class (child/subclass) to inherit attributes and methods from another class (parent/superclass), promoting code reuse and hierarchical relationships.

**Example:**

|  |
| --- |
| class Animal:     def speak(self):         print("Animal speaks")  class Dog(Animal):     def speak(self):         print("Dog barks")  dog = Dog() dog.speak()  # Output: Dog barks |

The Dog class inherits from Animal but overrides the speak method, demonstrating method overriding.

### 17. Explain encapsulation in Python.

**Answer:**Encapsulation restricts access to internal object details to protect data integrity. In Python, this is done by prefixing attribute names with underscores:

* **Single underscore \_var:** Conventionally indicates “protected” (should not be accessed outside class/subclass, but not enforced).
* **Double underscore \_\_var**: Triggers name mangling, making the attribute harder to access externally (private).

**Example:**

|  |
| --- |
| class Person:     def \_\_init\_\_(self, name, age):         self.name = name        # Public         self.\_age = age         # Protected (convention)         self.\_\_salary = 50000   # Private (name mangled)  p = Person("Alice", 30) print(p.name)        # Accessible print(p.\_age)        # Accessible but discouraged # print(p.\_\_salary)  # AttributeError print(p.\_Person\_\_salary)  # Access via name mangling |

Encapsulation helps safeguard sensitive data and enforces controlled access via getter/setter methods.

### 18. What is polymorphism? Provide an example in Python.

**Answer:**Polymorphism means “many forms” — the same operation can behave differently in different classes. It allows methods with the same name to act differently based on the object calling them.

**Example using method overriding:**

|  |
| --- |
| class Bird:     def fly(self):         print("Flying in the sky")  class Penguin(Bird):     def fly(self):         print("Penguins can't fly")  def let\_it\_fly(bird):     bird.fly()  b = Bird() p = Penguin()  let\_it\_fly(b)  # Output: Flying in the sky let\_it\_fly(p)  # Output: Penguins can't fly |

Here, fly behaves differently depending on the object type, demonstrating polymorphism.

### 19. What is the purpose of the \_\_init\_\_ method in a Python class?

**Answer:**The \_\_init\_\_ method is the class constructor, automatically invoked when a new object is created. It initializes the object's attributes with given or default values.

**Example:**

|  |
| --- |
| class Car:     def \_\_init\_\_(self, make, model):         self.make = make         self.model = model  car1 = Car("Toyota", "Camry") print(car1.make)  # Output: Toyota |

Without \_\_init\_\_, the object’s attributes would not be set during creation, leading to less flexible and more error-prone code.

### 20. How do you implement a stack and a queue in Python?

**Answer: Stack:** LIFO (Last In, First Out) structure. Can be implemented using Python lists with .append() to push and .pop() to remove elements.

**Example:**

|  |
| --- |
| stack = [] stack.append(1) stack.append(2) print(stack.pop())  # 2 |

**Queue:** FIFO (First In, First Out) structure. Can be implemented with collections.deque for efficient appends and pops.

**Example:**

|  |
| --- |
| from collections import deque queue = deque() queue.append(1) queue.append(2) print(queue.popleft())  # 1 |

Using these built-in structures is efficient and idiomatic in Python.

### 21. What is recursion? Give an example of a recursive function.

**Answer:**Recursion is a programming technique where a function calls itself to solve smaller instances of the same problem until it reaches a base case.

**Example:**Calculating factorial:

|  |
| --- |
| def factorial(n):     if n == 0:         return 1     else:         return n \* factorial(n-1)  print(factorial(5))  # 120 |

The function repeatedly calls itself with decremented values until n is zero, which terminates the recursion.

### 22. How do list comprehensions improve algorithm implementation?

**Answer:**

List comprehensions simplify creating and transforming lists with concise syntax, often replacing verbose loops.

**Example:**

|  |
| --- |
| # Squares of even numbers from 0 to 9 squares = [x\*\*2 for x in range(10) if x % 2 == 0] |

This combines iteration and conditional filtering in one readable line, enhancing clarity and efficiency in many algorithms.

### 23. What is the collections module in Python and what are some of its useful data structures?

**Answer:**The collections module provides specialized container datatypes beyond Python’s built-in types, offering alternatives that provide additional functionality or performance benefits.

**Key data structures include:**

* **Counter:** A dictionary subclass for counting hashable objects. Useful for tallying frequencies.

|  |
| --- |
| from collections import Counter counts = Counter(['apple', 'banana', 'apple', 'orange']) print(counts)  # Counter({'apple': 2, 'banana': 1, 'orange': 1}) |

* **defaultdict:** Like a regular dictionary, but with a default value for missing keys, avoiding KeyError.

|  |
| --- |
| from collections import defaultdict dd = defaultdict(int) dd['apples'] += 1 print(dd['apples'])  # 1 print(dd['oranges']) # 0 (default value) |

* **namedtuple:** Factory function for creating tuple subclasses with named fields, improving code readability.

|  |
| --- |
| from collections import namedtuple Point = namedtuple('Point', ['x', 'y']) p = Point(1, 2) print(p.x, p.y)  # 1 2 |

* **deque:**Double-ended queue supporting fast appends and pops from both ends. Useful for implementing queues and stacks efficiently.

|  |
| --- |
| from collections import deque d = deque() d.append(1) d.appendleft(2) print(d)  # deque([2, 1]) |

These data structures enable writing efficient and expressive code, especially in scenarios requiring frequency counts, default values, or fast queue operations.

### 24. What is itertools and how does it help with iteration in Python?

**Answer: itertools**is a standard Python module that provides a collection of fast, memory-efficient tools for working with iterators. It enables complex iteration patterns such as Cartesian products, permutations, combinations, and infinite sequences.

**Commonly used functions:**

* **count(start=0, step=1):**Infinite iterator starting from start incremented by step.
* **cycle(iterable):**Repeats elements in an iterable indefinitely.
* **chain(\*iterables):** Combines multiple iterables sequentially.
* **product(\*iterables, repeat=1):** Cartesian product of input iterables.
* **permutations(iterable, r):** All possible orderings of length r.
* **combinations(iterable, r):** All unique combinations of length r.

**Example**:

|  |
| --- |
| import itertools  for combo in itertools.combinations('ABC', 2):     print(combo) # Output: ('A', 'B'), ('A', 'C'), ('B', 'C') |

**itertools** helps write concise and efficient code for iteration-heavy problems without creating intermediate data structures, improving performance in large-scale data handling.

### 25. How do you use regular expressions in Python? What is the re module?

**Answer:**The re module provides support for working with regular expressions (regex), a powerful tool for pattern matching and text processing.

**Key functions:**

* **re.match():** Checks for a match only at the beginning of the string.
* **re.search():** Scans through a string looking for the first location where the regex matches.
* **re.findall():** Returns all non-overlapping matches as a list.
* **re.sub():** Replaces occurrences of a pattern with a specified string.

**Example:**

|  |
| --- |
| import re  text = "Contact: email@example.com" match = re.search(r'\S+@\S+\.\S+', text) if match:     print(match.group())  # email@example.com |

Regular expressions are essential for complex string parsing tasks such as validation, extraction, or transformation in data cleaning and natural language processing.

### 26. What are some commonly used Python libraries for data manipulation and scientific computing?

**Answer:**

**NumPy:** Core library for numerical computing, providing powerful n-dimensional array objects and functions for linear algebra, random sampling, and Fourier transforms.

**Example:**

|  |
| --- |
| import numpy as np arr = np.array([1, 2, 3]) print(arr.mean())  # 2.0 |

**Pandas:** Built on NumPy, Pandas offers flexible and efficient data structures (DataFrame, Series) for data analysis and manipulation with tools for handling missing data, reshaping, and grouping.

**Example:**

|  |
| --- |
| import pandas as pd df = pd.DataFrame({'A': [1, 2], 'B': [3, 4]}) print(df.describe()) Matplotlib / Seaborn: Libraries for creating static, animated, and interactive visualizations. |

**Matplotlib / Seaborn:**Libraries for creating static, animated, and interactive visualizations.

These libraries form the foundation for data science and machine learning workflows in Python.

### 27. What are virtual environments and why are they important in Python development?

**Answer:**Virtual environments allow you to create isolated Python environments with their own installed packages, independent from the system-wide Python installation. This isolation prevents conflicts between project dependencies and ensures reproducibility.

Creating and activating a virtual environment:

|  |
| --- |
| python -m venv myenv source myenv/bin/activate  # Linux/macOS myenv\Scripts\activate     # Windows |

**Benefits include:**

* Avoiding package version conflicts across projects.
* Easier dependency management.
* Cleaner development environment.
* Tools like venv, virtualenv, and conda are widely used for this purpose.

### 28. How do you open and read a file in Python?

**Answer:**In Python, files can be opened using the built-in open() function, which returns a file object. You can read the contents using methods like .read(), .readline(), or .readlines().

**Example:**

|  |
| --- |
| with open('example.txt', 'r') as file:     content = file.read()     print(content) |

Using the with statement ensures that the file is properly closed after its suite finishes, even if an error occurs, making it the preferred way for file handling.

### 29. How do you write data to a file in Python?

**Answer:**To write to a file, open it in write ('w') or append ('a') mode. Use the .write() method to add text.

**Example:**

|  |
| --- |
| with open('output.txt', 'w') as file:     file.write('Hello, World!\n') 'w' mode overwrites the file if it exists or creates a new one.  'a' mode appends data to the end without overwriting. |

### 30. What is exception handling in Python? Why is it important?

**Answer:**

Exception handling is a mechanism to catch and handle runtime errors gracefully, preventing program crashes and allowing the program to respond appropriately.

Python uses try-except blocks to handle exceptions:

|  |
| --- |
| try:     result = 10 / 0 except ZeroDivisionError:     print("Cannot divide by zero.") |

This way, the program catches the error and executes alternate code instead of terminating abruptly.

### 31. How do you catch multiple exceptions in a single block?

**Answer:**You can catch multiple exceptions by specifying a tuple of exception types in the except clause:

|  |
| --- |
| try:     value = int(input("Enter a number: "))     result = 10 / value except (ValueError, ZeroDivisionError) as e:     print(f"Error occurred: {e}") |

This catches both invalid inputs and division by zero errors in one block, simplifying error handling.

### 32. What is the purpose of the finally block in exception handling?

**Answer:**The finally block contains code that will execute regardless of whether an exception was raised or caught. It’s typically used for cleanup actions like closing files or releasing resources.

**Example:**

|  |
| --- |
| try:     file = open('data.txt', 'r')     data = file.read() except IOError:     print("File error.") finally:     file.close() |

This ensures the file is closed even if an error occurs during reading.

## ****Advance Level Python Interview Questions****

This section integrates advanced object-oriented programming techniques and design patterns with performance optimization strategies. It also covers concurrency models to handle parallelism effectively, alongside domain-specific frameworks and libraries critical in real-world applications.

### 33. What are Python decorators and how do they work?

**Answer:**Decorators in Python are functions that modify the behavior of other functions or methods without changing their source code. They allow you to wrap another function in order to extend or alter its behavior dynamically.

A decorator takes a function as input and returns a new function with added functionality.

**Example:**

|  |
| --- |
| def decorator\_func(original\_func):     def wrapper():         print("Before the function call")         original\_func()         print("After the function call")     return wrapper  @decorator\_func def say\_hello():     print("Hello!")  say\_hello() |

**Output:**

|  |
| --- |
| pgsql Copy Before the function call  Hello!  After the function call |

Here, the say\_hello function is wrapped by decorator\_func, which adds behavior before and after the original function call. Decorators are widely used for logging, access control, caching, and more.

### 34. Explain metaclasses and their use cases in Python.

**Answer:**Metaclasses are the "classes of classes" — they define how classes themselves behave. In Python, classes are objects, and metaclasses control the creation and behavior of these class objects.

By default, the metaclass is type, but you can define a custom metaclass by inheriting from type and overriding methods like \_\_new\_\_ or \_\_init\_\_.

* Use cases for metaclasses include:
* Enforcing coding standards or API contracts at class creation.
* Automatically registering classes in frameworks (e.g., plugins).
* Modifying class attributes or methods dynamically.

**Example:**

|  |
| --- |
| python Copy class Meta(type):     def \_\_new\_\_(cls, name, bases, dct):         print(f"Creating class {name}")         return super().\_\_new\_\_(cls, name, bases, dct)  class MyClass(metaclass=Meta):     pass  # Output: Creating class MyClass |

Metaclasses are an advanced feature used primarily in framework and library development.

### 35. How do you implement the Singleton design pattern in Python?

**Answer:**The Singleton pattern ensures a class has only one instance and provides a global point of access to it.

Python implementation often uses overriding \_\_new\_\_ method or decorators.

Example using \_\_new\_\_:]

|  |
| --- |
| class Singleton:     \_instance = None      def \_\_new\_\_(cls, \*args, \*\*kwargs):         if not cls.\_instance:             cls.\_instance = super().\_\_new\_\_(cls)         return cls.\_instance  s1 = Singleton() s2 = Singleton() print(s1 is s2)  # True |

This approach ensures that every instantiation returns the same instance.

### 36. What are descriptors and how do they control attribute access?

**Answer:**Descriptors are objects that manage the access to another object’s attributes by implementing any of the descriptor protocol methods: \_\_get\_\_(), \_\_set\_\_(), and \_\_delete\_\_().

They are used to customize behavior when attributes are accessed, assigned, or deleted.

**Example:**

|  |
| --- |
| python Copy class Descriptor:     def \_\_get\_\_(self, instance, owner):         print("Getting value")         return instance.\_value      def \_\_set\_\_(self, instance, value):         print("Setting value")         instance.\_value = value  class MyClass:     attr = Descriptor()  obj = MyClass() obj.attr = 10   # Output: Setting value print(obj.attr) # Output: Getting value \n 10 |

Descriptors are fundamental to how properties, methods, and static methods work internally in Python.

### 37. Explain the difference between class methods, static methods, and instance methods.

**Answer:**

* **Instance methods:**Regular methods that take self as the first argument, representing the instance. They can access and modify object state.
* **Class methods:**Decorated with @classmethod, take cls as the first argument representing the class, not instance. Useful for factory methods or methods that affect the class as a whole.

|  |
| --- |
| class MyClass:     count = 0      def \_\_init\_\_(self):         MyClass.count += 1      @classmethod     def get\_count(cls):         return cls.count |

* **Static methods:**Decorated with @staticmethod, do not take self or cls and behave like regular functions within the class namespace. They do not modify class or instance state.

|  |
| --- |
| class MathUtils:     @staticmethod     def add(x, y):         return x + y |

### 38. How does method resolution order (MRO) work in multiple inheritance?

**Answer:**MRO determines the order in which base classes are searched when calling a method. Python uses the C3 linearization algorithm for MRO to provide a consistent and predictable order.

You can view MRO with the \_\_mro\_\_ attribute or the mro() method.

**Example:**

|  |
| --- |
| class A:     def method(self):         print("A")  class B(A):     def method(self):         print("B")  class C(A):     def method(self):         print("C")  class D(B, C):     pass  print(D.\_\_mro\_\_) d = D() d.method()  # Output: B |

Here, D inherits from B and C, and the MRO ensures the method from B is called before C.

MRO avoids issues like the diamond problem in multiple inheritance, ensuring consistent behavior.

### 39. What is the Global Interpreter Lock (GIL) and how does it affect Python concurrency?

**Answer:**The Global Interpreter Lock (GIL) is a mutex in CPython (the standard Python interpreter) that allows only one thread to execute Python bytecode at a time, even on multi-core processors.

**Implications:**

* Limits true parallelism in CPU-bound multi-threaded programs because only one thread runs Python code at a time.
* Does not affect I/O-bound programs significantly because threads waiting on I/O release the GIL.
* Can be bypassed using multiprocessing which creates separate processes, each with its own Python interpreter and memory space.
* The GIL simplifies memory management but requires careful design to avoid performance bottlenecks in multithreaded Python applications.

### 40. How can you optimize Python code for speed and memory usage?

**Answer:**Several strategies exist to optimize Python code:

* **Use built-in functions and libraries:**Python’s built-in functions like sum(), map(), and libraries like NumPy are implemented in C and are faster than pure Python loops.
* **Avoid unnecessary computations**: Cache results (memoization), reuse variables, and avoid redundant calculations.
* **Use generators:** Replace lists with generators to process data lazily and save memory.
* **Data structures choice:**Use appropriate data structures (e.g., sets for membership tests instead of lists).
* **Algorithm optimization:** Use efficient algorithms and reduce time complexity.
* **Use local variables:**Accessing local variables is faster than globals.
* **Use Just-In-Time (JIT) compilers:** Tools like PyPy can speed up Python code execution.
* **Profile before optimizing:** Focus on optimizing code sections identified as bottlenecks through profiling.

### 41. What is the difference between threading, multiprocessing, and asyncio in Python?

**Answer:**

|  |  |  |  |
| --- | --- | --- | --- |
| **Feature** | **Threading** | **Multiprocessing** | **Asyncio** |
| **Execution Model** | Multiple threads within a single process | Multiple separate processes | Single-threaded asynchronous event loop |
| **Memory Sharing** | Shares the same memory space | Separate memory space per process | Shares memory within the event loop |
| **GIL Impact** | Limited by Global Interpreter Lock (only one thread runs Python bytecode at a time) | Bypasses GIL for true parallelism | Single-threaded, so no GIL contention |
| **Suitable For** | I/O-bound tasks (network requests, file operations) | CPU-bound tasks (heavy computations) | I/O-bound tasks and high-concurrency scenarios without threads |
| **Communication** | Easy data sharing between threads | Complex and slower inter-process communication | Efficient task switching within a single thread |
| **Programming Style** | Traditional multi-threading | Multi-process programming | Asynchronous programming with async/await |

### 42. How do you implement asynchronous programming using async and await?

**Answer:**

Asynchronous programming in Python uses async functions (coroutines) and the await keyword to pause and resume execution when waiting for I/O or other asynchronous operations.

**Example:**

|  |
| --- |
| import asyncio  async def say\_hello():     print("Hello")     await asyncio.sleep(1)  # Non-blocking sleep     print("World")  asyncio.run(say\_hello()) |

Here, async def defines a coroutine, and await suspends its execution until the awaited coroutine completes, allowing other tasks to run in the meantime. This model improves efficiency in I/O-bound programs by avoiding thread overhead.

### 43. What are common issues with thread safety and how do you handle them?

**Answer:**

Thread safety issues arise when multiple threads access shared resources concurrently, leading to race conditions, data corruption, or inconsistent state.

**Common problems include:**

* **Race conditions:**When the outcome depends on the sequence or timing of threads.
* **Deadlocks:** When threads wait indefinitely for resources locked by each other.
* **Data inconsistency:**Due to unsynchronized access to shared variables.

**Handling thread safety:**

* Use thread synchronization primitives like Locks (threading.Lock), RLocks, Semaphores, and Events to control access.
* Employ thread-safe data structures or design immutable data to avoid shared mutable state.
* Minimize shared state where possible.
* Use higher-level abstractions like the queue.Queue which is thread-safe by design.

**Example of using a lock:**

|  |
| --- |
| import threading  lock = threading.Lock() counter = 0  def increment():     global counter     with lock:         temp = counter         temp += 1         counter = temp |

### 44. How do you use the concurrent.futures module?

**Answer:**The concurrent.futures module simplifies launching parallel tasks using threads or processes with a high-level interface.

**Key components:**

|  |
| --- |
| ThreadPoolExecutor: Executes calls asynchronously using a pool of threads (good for I/O-bound). ProcessPoolExecutor: Uses multiple processes (good for CPU-bound). |

**Example with ThreadPoolExecutor:**

|  |
| --- |
| from concurrent.futures import ThreadPoolExecutor  def task(n):     return n \* 2  with ThreadPoolExecutor(max\_workers=3) as executor:     results = executor.map(task, [1, 2, 3, 4])     print(list(results))  # [2, 4, 6, 8] |

executor.submit() schedules individual calls returning Future objects for fine-grained control.

This module abstracts away thread/process management, allowing easy parallel execution of functions.

### 45. How do you perform web scraping using BeautifulSoup or Scrapy?

**Answer:**

* **BeautifulSoup:**A Python library for parsing HTML and XML documents. It creates parse trees that make extracting data from HTML easy. Used mainly for small to medium scraping tasks.

**Example**:

|  |
| --- |
| import requests from bs4 import BeautifulSoup  url = "https://example.com" response = requests.get(url) soup = BeautifulSoup(response.text, 'html.parser')  for link in soup.find\_all('a'):     print(link.get('href')) |

* **Scrapy:**A full-fledged web scraping and crawling framework. It’s designed for larger, more complex projects, providing asynchronous scraping, data pipelines, and built-in support for exporting scraped data.

You define spiders that crawl web pages and extract structured data efficiently.

### 46. What is Flask and how does it compare to Django?
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Description automatically generated](data:image/png;base64,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)

**Answer:**

**Flask:**A lightweight, micro web framework designed for simplicity and flexibility. It provides the essentials for building web applications without enforcing project structure or dependencies, giving developers freedom to choose components.

**Django:**A full-featured, batteries-included framework that follows the “don’t repeat yourself” principle. It offers an ORM, admin interface, authentication, and a large ecosystem out of the box.

|  |  |  |
| --- | --- | --- |
| **Aspect** | **Flask** | **Django** |
| **Size** | Lightweight, minimal | Large, comprehensive |
| **Flexibility** | High, choose your tools | Less flexible, conventions enforced |
| **Learning curve** | Easier for beginners | Steeper, due to features |
| **Use cases** | Small to medium projects, APIs | Complex, data-driven websites |

### 47. Explain how to parse JSON data efficiently in Python.

**Answer:**JSON (JavaScript Object Notation) is a common data interchange format. Python’s built-in json module allows parsing JSON strings into native Python data structures (dict, list).

**Example:**

|  |
| --- |
| import json  json\_string = '{"name": "Alice", "age": 30}' data = json.loads(json\_string) print(data['name'])  # Alice |

**For writing JSON:**

|  |
| --- |
| json\_data = json.dumps(data) For large JSON files, parsing line-by-line or using streaming parsers like ijson improves memory efficiency. |

Handling JSON efficiently enables seamless integration with APIs and configuration files.